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Abstract
ScenicGym: Reinforcement Learning with Data Generation Using Scenic
by
Kaifei Xu
Master of Science in Electrical Engineering and Computer Science
University of California, Berkeley

Professor Sanjit A. Seshia, Chair

There has been significant recent interest in using reinforcement learning for control in cyber-
physical-systems (CPS). Domains affected include autonomous driving, robotics, and drone
control. Much of these applications should be considered as safety-critical, where system
failure can cause significant damage and injury to humans. Even in non-safety critical ap-
plications, such system failures could also be expensive. It is therefore important to be
able to add assurance to the process of reinforcement learning, which is a challenge due to
the statistical nature of modern learning algorithms. In this thesis, we present ScenicGym,
which is an RL training tool based on the probabilistic programming language Scenic and its
related toolkit VerifAl. The new tools allow RL researchers to train agents completely using
data generated by concise Scenic programs with sampling conducted by VerifAl to incorpo-
rate edge cases. We demonstrate the use of ScenicGym and the influence of incorporating
VerifAl's sampler with experiments in autonomous driving.
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Chapter 1

Introduction

The application of reinforcement learning (RL) to cyber-physical systems (CPS) necessitates
strong safety guarantees. Generating such assurance usually falls under the realm of formal
methods, but challenges arise. While RL techniques currently seem promising for domains
including autonomous driving and robotics, assurance of any kind of learning-based systems
is difficult due to the high uncertainty and variability of real-world environments combined
with the statistical of modern learning algorithms. Application of techniques such as model
checking that proves correctness is therefore a challenge.

Overall, the correctness guarantee of RL-based CPS (RL-CPS) aligns with the the gen-
eral effort towards verified artificial intelligence [16], where the societal-scale deployment of
AT software requires novel techniques for verification. In this context, developing robust
RL-CPS with correctness guarantees presents a multi-faceted problem. First, there exists
the question of specification. In the context of RL, the train-time specification is generally
encapsulated by the reward function, the design of which is an art of its own. Modeling is the
another issue. A properly abstracted model of both the system and its operating environ-
ment are necessary for a useful verification result, but finding the correct level of abstraction
is tricky. A detailed model entailing the great complexity of the system can make the verifi-
cation procedure intractable; in contrast, a model too simple yields useless guarantees. In the
context of CPS, the uncertainty and unknown variables in the real-world environment also
need to be modeled. This aspects raises the question as to how one would model the environ-
mental uncertainty in a realistic way that allows for rigorous testing of the system without
generating spurious counterexamples. Machine learning components brings in additional
complexity. For instance, RL policies generally have a high dimensional feature space for
inputs such as images and LiDAR sensor readings. Traversing these high dimensional spaces
for the purposes of verification is not practical, and our verification model should allow us to
circumvent examining system inputs at the level of raw sensor data. In summary, a linchpin
to providing guarantees of robustness to learning-based CPS is to generate a compact and
efficient model composed of the learning agent, the environment, their interaction, and their
overall dynamics and evolution. The model should allow us to efficiently verify if the our
learning-based CPS satisfy our specification, and in the event that complete verification is
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difficult, the model should be usable for discovering meaningful counterexamples. For the
purposes of reinforcement learning, there is the additional requirement that we should be
able to use the model and the verification process to train the agent to correct its errors.
Simulation-based verification is a promising direction. This approach takes advantage
of the recent advances in simulation technologies that allow us to simulate a CPS and its
deployment environments at varying degrees of realism and efficiency. Simulation is also
the predominant way by which autonomous CPS are developed, allowing for testing designs
without the costly investment of physical implementation. Inside the simulation, the environ-
mental and internal system dynamics and evolution are generally well-modeled by modern
physics engine. Developments in modern graphics makes camera sensor inputs similar to
real-world images, and new hardware and software implementations allows the simulation to
be run at high efficiency and parallelism. The challenges left to be tackled is to efficiently
model and represent the input space of the learning-based CPS, to develop the procedure by
which the verification is conducted, and to invent methods by which we train the agent to
master the discovered counterexample scenarios. In this thesis, we develop new tools that
take advantage of the existing tool kits Scenic and VerifAl [6][21][4]to provide an integrated
workflow that combines all three of the above points for the robust training of RL-CPS.

1.1 Background

Reinforcement Learning

Reinforcement learning differs from supervised learning schemes due to its problem setup
where the agent learns the correct behavior from interacting with its operating environment
rather than a set of demonstrations. The formal model of reinforcement learning is based on
the Markov decision process (MDP)[17]. Formally, an MDP is a random process defined by
the tuple (S, A, T, r), where S is the state space, A is the set of available actions to the agent,
T is a function S x A — AS that defines the transition between state based on the action
that was chosen. AS denotes the set of probability distributions over S. The function T
yields distributions that are Markovian: the probability of the future state is dependent on
past states and actions only through the present state and action. r is the reward function
S x A — R. To solve the RL problem is to learn a policy my(a|s), which is a distribution,
parameterized by 6, over the possible actions to take in the current timestep conditioned on
the current state s. The typical goal is for the policy to maximize the expected long term
reward, the exact definition of which differs among cases.

Scenic + VerifAI[6][21][4]

Moving towards verifying machine learning-based CPS, two particularly useful tools that
have been developed are Scenic and VerifAl. Scenic is a probabilistic programming language
that tackles the modeling problem in the verification process. Scenic is interfaced to a range
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of simulators, and any controller and simulated model of a CPS that can be run inside the
simulators can be run alongside Scenic. Scenic specifies environmental models that captures
variation of the real-world operating conditions of the CPS, the hard and soft (probabilistic)
constraints that the composed agent-environment model should satisfy in the form of logical
properties, and the high-level interaction between the system and its environment. It thus
provides the environmental model and defines the composition of the environmental model
and the system model.

Scenic programs further offer a compact representation of the semantic feature space for
the learning-based agents. To elaborate, the high-dimensional input space to learning-based
systems are usually hopeless to specify and model directly. For instance, it is difficult to
describe the kinds of images a vision-based controller will see on a pixel-by-pixel level. What
is more practical is to describe the kinds scenarios (the semantic aspect) that will induce an
input to our CPS. For instance, generating a specific configuration of cars and pedestrians
on the street in simulation will cause a camera to see a particular image. Thus, the range
of images the sensor sees is directly determined by the range of scenarios the simulation
environment generates, and the latter is much more describable and analyzable. In Scenic,
the semantic features are the parameters sampled from a Scenic program, such as positions
of the cars, speed of the pedestrians walking, or the end effector position of a robot. Overall,
Scenic can generate test scenarios for the CPS and monitor the evolution of the combined
closed-loop system-environment model. In the context of training learning-based CPS, Scenic
provides a framework that models a CPS’ operating environment, and from this model, data
can be generated, including data of rare events that are difficult to obtain from the real
world.

VerifAl is a closely related tool that takes advantage of Scenic. VerifAl performs the
function of the verifier and analyzer in the verification framework. Given a specification, a
model of the cyber-physical system (controller, perception component, and the plant model),
and a model of the system’s operating environment, VerifAl conducts tasks including fuzz
testing, falsification, counterexample analysis, data augmentation, hyperparameter synthesis,
and model parameter synthesis. In more detail, VerifAI accepts a specification, which can be
in the form of metric temporal logic (MTL) or a generic reward/objective function. A Scenic
program is provided that specifies a simulator in which to test the target CPS. This Scenic
program serves to define the environmental model, variation in the environmental condition,
and the agent-environment interaction. It also defines the semantic feature space, which is
the main analysis target of VerifAl and usually takes the form of distributions specified in
the Scenic program. The specified simulator will run the controller, the plant model, and
the perception modules; the simulator also defines the evolution dynamics of the simulation
world via its physics engine. While operating, VerifAl samples environmental parameters
from the semantic feature space and monitors each simulation episode for violation of the
specification. VerifAl collects the violation results from past episodes into an error table,
on which the toolkit performs analysis to discern which features in the semantic feature
space are most correlated with the violation of the specification. VerifAl possesses a suite of
samplers for the semantic feature space. Some are passive, where the sampler does not take
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any inputs nor consider past simulation histories when sampling parameters for an episode.
Passive samplers include the likes of uniform random sampling, simulated-annealing, and
Halton sampling, which have shown to perform well in falsification. The other samplers,
such as the multi-arm bandit, cross-entropy, and Bayesian optimization samplers, are active.
The analysis result from the error table analysis, usually a number, is fed back into these
active samplers prior to the next episode and informs future sampling. Generally, based on
the feedback, the active samplers attempt to sample for episodes that results in stronger
violations of the specification. Overall, Scenic and VerifAl combines to tackle the complex
modeling, analysis, and verification challenges that arise in developing assured Al-enabled

CPS.

1.2 Motivations and Contributions

Training RL-based CPS comes with inherent challenges. Among those is the problem of
dataset construction. Modern RL dataset, such as the Habitat Synthetic Scenes Dataset
(HSSD)[10] for indoor robotics and NuScenes for autonomous driving|3], are often hand-
curated. HSSD is hand-made by artists, and NuScenes is derived from real-world traffic sce-
narios. The disadvantage of this approach is clear: creating such datasets is labor-intensive,
and the resulting datasets are often bulky. For certain new domains, such as drone naviga-
tion, where such datasets are still lacking, researchers might have to wait a long time before
obtaining a datasets that allows them to make progress. Furthermore, datasets are often
not portable across simulators. This issue impedes cross-simulator training methods, where
one may wish to pretrain a policy on a fast, low-fidelity simulator, and fine-tune on a slower
but more realistic simulator. Data interpretability and case coverage are also challenges. It
is generally hard to reason about the distribution of scenarios inside a large datasets: what
kinds of scenarios are included, and how much of each kind is in the dataset? It is further
difficult to have any confidence that the dataset covers important edge cases under which
the agent may fail to perform correctly.

Scenic and VerifAl can help alleviate these problems. Scenic programs serve as natural
means of describing and generating RL training episodes. Being simulator agnostic, Scenic
programs can be ported across any simulators to which Scenic has an interface, allowing
for cross-simulator training. During training time, VerifAl can analyze regions in the se-
mantic feature space that are likely to result in low reward/bad behavior on the agent’s
part. VerifAI's samplers will then generate training episodes with parameters sampled from
those regions. This aspect of training with Scenic and VerifAl assures case-coverage within
the bounds of the types of scenarios specified by the Scenic program. We do note that
this scheme could be somewhat naive from an assurance perspective since we are assuming
that the reward function is a good specification of the desired behavior of an agent. This
assumption is often untrue, as we have seen in cases of reward-hacking among RL agents.
However, given a reward function derived from a good specification, the training process
described above should help reduce incorrect behaviors in deployment. Within the scope of
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this thesis, we assume in our experiments that the reward functions specify the appropriate
system behaviors.

Scenic and VerifAl has been put to great use in complete training of RL agents in prior
works [1], where the toolkit was used to effectively train a soccer-playing agent in the Google
Soccer training environment. Scenic and VerifAl has also been used before to robustify
learning-based CPS in edge cases through data augmentation by generating counterexample
scenarios where the system violates specification||[7]. These work left for exploration the
from-scratch training of RL agent using Scenic/VerifAl. What also needs to be developed
is a RL training tool that is integrated with Scenic and VerifAl that can be used with all
modern RL framework, thus combining training, modeling, error analysis, and verification
into a single workflow. To this end, some technical obstacles also need to be addressed. In its
current form, Scenic is incompatible with existing RL API’s and libraries, and incorporating
its use into existing RL code base is difficult. This issue is due to the API not allowing
the user to control stepping of the simulation or relay information such as reward and
observation to any external RL algorithms. The rigid logic of the current Scenic backend
also requires modification of the interface between Scenic and the simulator to incorporate
the RL algorithms. Therefore, Scenic needs a new API that allows it to be used in standard
RL workflows.

In this work, we developed the tools ScenicGym, which is a set of API wrappers around
Scenic that inherits from OpenAl Gym/Farama Gymnasium[2][20] and PettingZoo[1§] for
both single-agent and multi-agent RL training. This direction allows the user to use Scenic
and VerifAl training with the API popularized by Open AI Gym, where we have the stan-
dard methods such as step and reset which controls the training episodes and returns
information about the training such as reward and observation. We then demonstrate using
the new API on some simple RL tasks.



Chapter 2

Modeling RL Episodes with Scenic

In this chapter, we introduce how to use Scenic|7][21] to model single and multi-agent RL
scenarios. Scenic programs allow modeling of RL episodes in a way that is concise, modular,
and compositional. This approach is advantageous in a number of use cases since users can
model complex behaviors of the environment (which would include non-learning agents) that
obey spatio-temporal constraints. This plays important roles in both single and multi-agent
training.

2.1 Definitions

We will illustrate components of the Scenic program corresponding to the MDP formulation
of RL. Recall that an MDP can be thought to consists of the tuple (S, A, p,, po), where S
is the set of states, A is the actions available to the agent, p is is Markovian conditional
probability of future states dependent on the current state and actions. r is the reward
function, and pg is the distribution of the initial states.

2.2 Modeling Initial Condition Distributions

We shall use the program in Figure to illustrate using Scenic to model an RL episode.
The figure illustrates a robot navigation task. There is one learning agent spot, and one
agent that is part of the environment fetch. The goal of spotis to reach its goal point
without colliding with fetch. There are parameters sampled by the initial distribution,
corresponding to the x-position of spotand the x and y position of fetch. These three
distributions together corresponds define py in our MDP. In general, any distribution specified
in the Scenic program contribute to defining the initial condition. We would like to make a
few notes about the Scenic program. We declared spot to be a learning agent, as shown by
the true settting of is_learning agent field. This means that spotis the agent that we
are training, whereas fetchis just a part of the environment. In the backend, Scenic then
marks spot as an agent whose observation and rewards we keep track.
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1 model scenic.simulators.habitat.model

2 from scenic.simulators.habitat.actions import *x

3 from scenic.simulators.habitat.behaviors import *

4 from scenic.simulators.habitat.model import *

5

6

7 goal_point = (-3.2, -1.0, @)

8 goal_region = CircularRegion(goal_point, 0.7)

9

10 param verifaiSamplerType = 'halton'

11 param spot_y = Range(-6.5, -4.0)

12 param fetch_x = VerifaiRange(-5.5, -4.6)

13 param fetch_y = VerifaiRange(-3.8, -2.0)

14

15 v spot = new SpotRobot at (-3.2, globalParameters.spot_y, ©),

16 with yaw 90 deg, with is_learning_agent True
17 ~ fetch = new FetchRobot at (globalParameters.fetch_x, globalParameters.fetch_y, @),
18 with yaw @ deg, with behavior Traverse(1.5, @, 0)
19
20 v~ monitor Reward():
21 done = False
22 last_distance_from_goal = (goal_point - spot.position).norm()
23
24 ~ while True:
25 v if done:
26 terminate
27 spot.reward = 0
28
29 distance_from_goal = (distance from spot to goal_point)
30 d_distance = distance_from_goal - last_distance_from_goal
31 spot.reward += —-d_distance
32
33 v if (spot intersects goal_region):
34 spot.reward += 10
35 done = True
36
37 v if (spot intersects fetch):
38 spot.reward —-= 10
39 done = True
40
41 last_distance_from_goal = distance_from_goal
42 wait
43
44 require monitor Reward()

Figure 2.1: An Example Training Program

VerifAI[4] Sampling for Initial Conditions

To take advantage of VerifAl, we make some changes to the program shown in Figure[2.1} As
shown in Figure , we first specify a new Scenic param called verifaiSamplerType. This
determines the sampling technique used by VerifAI, which in this case is Halton sampling.
Range in the original program are not replaced by VerifaiRange, which declares these
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variables and their distributions to be analyzed VerifAl. Note that distributions not changed
to VerifaiRange, such as the parameter spot_y are still the original naive continuous
uniform distribution, and VerifAI does not influence those values. It is worth noting that
despite its name, VerifaiRange would in general not be a continuous uniform distribution
due to the underlying sampling algorithm.

During training, the active VerifAl sampler will accept a feedback value. The user is free
to define the feedback value to pass into the VerifAl sampler. For reinforcement learning, this
value can be the episode cumulative reward or the cumulative discounted reward. VerifAl
analyzes the history of this feedback in past episodes to determine which parameter is most
responsible for changes in the feedback value. VerifAl also determines regions in the specified
distributions that are likely to yield a low feedback and samples from these regions in the
next episode. Qualitatively, this process generates difficult episodes for the agent. From the
perspective of theory, this behavior breaks the independence of the initial conditions across
different training episodes, which is usually not seen in standard RL training. The effects of
this setup can be a topic for a future investigation.

13 param verifaiSamplerType = 'halton'

14  param spot_y = Range(-6.5, -4.0)

15  param fetch_x = VerifaiRange(-5.5, -4.6)
16  param fetch_y = VerifaiRange(-3.8, -2.0)

17

18 spot = new SpotRobot at (-3.2, globalParameters.spot_y, @),

19 with yaw 90 deg, with is_learning_agent True

20 fetch = new FetchRobot at (globalParameters.fetch_x, globalParameters.fetch_y, 9),
21 with yaw © deg, with behavior Traverse(1.5, 9, @)

Figure 2.2: Modification to the Scenic Program in Figure 2.1 to Use VerifAl

2.3 Environment Dynamics and Agent-Environment
Interactions

Returning to the Scenic program in Figure [2.1] we note that the environment transition dy-
namics is partly defined by behaviors in the environment objects. Notice that fetch possesses
a Scenic behavior called Traverse, which specifies how an actor behaves as part of the
training environment. In our case, fetchpurely traverses back and forth along a straight
line, but Scenic behaviors are allowed to be interactive. For instance, we can define a
behavior for fetchwhere it moves at different trajectories based on its distance to spot.
Other factors outside of Scenic, such as simulator physics, still contribute to the environment
dynamics as usual.
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2.4 Modeling Rewards

There is some freedom in ways to model the reward. We demonstrate the current recom-
mended way with the Scenic monitor construct. The monitor is not attached to any
single agent. Rather, it is an object of the episode itself. In Figure , the while True
loop keeps the monitor running throughout the episode, with the required wait keyword
at the bottom prompting the loop body to be executed once per simulation timestep. In the
context of RL, a monitor has several advantages. First, it possesses a global view of the
training episode. A monitor can access any information inside the simulation, such as agent
positions and object velocities. The monitor allows the user to identify the spatio-temporal
relationship at each timestep using any of the Scenic operators, which provide convenience
in considering the state of the episode. For instance, we used the distance from operator
to identify the distance between two agents in . We also use the intersects operator
to see if our agent has entered its goal zone, defined by goal region early in the program
using the CircularRegion class provided by Scenic. This allow us to define a circular area
with the goal point as the center as the region we want the robot to enter.

In computing the reward, we allow the spotagent to possess a reward field, which
can be modified by the monitor. This reward is eventually yielded by ScenicGym to the
higher-level RL algorithm when stepping the RL environment, which we will see in the next
chapter. We note that once a goal state is reached, as characterized by if blocks setting the
variable done to be true, we can use the Scenic terminate keyword to end the episode. For
instance, in the case of collisions or reaching a destination region, characterized by statements
involving the keyword intersects to be true, we give spot an additional reward/penalty
and set done to be true. Note that during training, if we set the episode length to be a
particular number of time steps, the episode will terminate once that time limit is reached
(despite us not explicitly stating this in the Scenic program). We will see how to set this
timestep in the next chapter.

Using a monitor is also helpful in multi-agent scenarios. In Figure , and we have
two learning agents, ego and car. Those two vehicles arrive at an intersection and seek
to cross without collision. In the monitor of this program, we are able to, with concise
syntax, explicitly calculate the spatial relationship between the cars and assign reward and
terminations from a global view rather than having to program the reward computation
for each agent. This program also demonstrates the use of the record statement at the
very bottom, where we can record any values computable from the Scenic program for post-
episode analysis. In this case, we are recording our agents’ total episode return for computing
the VerifAl sampler feedback, which we will demonstrate in the next chapter. The final
keyword means we are only recording the value of episode_return at the end of the episode.
There is a corresponding initial keyword. If there is no such temporal keyword, then we
will record the value at every single timestep.
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1  from math import pi

2 param map = localPath(root_user + '/ScenicGymClean/assets/maps/CARLA/Town®@4.xodr")
3 param carla_map = 'Town@4'

4 param time_step = 1.0/10

5 param camera_position = (311, 255, @)

6 model scenic.domains.driving.model

7

8 success_reward = 10.90

9 driving_reward = 1.0

10  crash_penalty = -5.0

11 out_of_road_penalty = -5.0

12 speed_reward = 0.1

13

14 ego_dir = 180

15 car_dir = -90

16 ego_x = 312

17 car_y = 247

18

19  param ego_y = Range(255, 265)

20  param car_x = Range(290, 306)

21

22 ego = new Car on (ego_x, globalParameters.ego_y, @), facing ego_dir deg,
23 with name "agent@",

24 with goal (311, 235, @),

25

26 car = new Car on (globalParameters.car_x, car_y, 0), facing car_dir deg,
27 with name "agentl",

28 with goal (320, 246, @),

29

30  monitor Reward():

31 done = False

32 ego_success = False

33 car_success = False

34

35 last_long_1 = ego.position[1]

36 last_long_2 = car.position[@]

37

38 drive_dir_1 = ego_dir * pi/180

39 drive_dir_2 = car_dir % pi/18@

40

41 while True:

42

43 ego.zero_reward()

44 car.zero_reward()

45

46 current_long_1 = ego.position[1]

47 current_long_2 = car.position[@]

48

49 ego.add_reward(driving_reward *x (-1) % (current_long_1 - last_long_1))
50 car.add_reward(driving_reward * (current_long_2 - last_long_2))
51

52 last_long_1 = current_long_1

53 last_long_2 = current_long_2

54

55 ego.add_reward(speed_reward * ego.speed_km_h/ego.max_speed_km_h)
56 car.add_reward(speed_reward * car.speed_km_h/car.max_speed_km_h)
57

Figure 2.3: A 2-Car Intersection Crossing Scene
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58 angle_rescale = lambda angle: angle + 2 x pi if angle < @ else angle

59

60 ego.add_reward(-abs(angle_rescale(ego.yaw) - angle_rescale(drive_dir_1))/pi * 0.1)
61 car.add_reward(-abs(angle_rescale(car.yaw) - angle_rescale(drive_dir_2))/pi x 0.1)
62

63 if (distance from ego to ego.goal) < 1:

64 ego_success = True

65 ego.add_reward(success_reward)

66

67 if (distance from car to car.goal) < 1:

68 car_success = True

69 car.add_reward(success_reward)

70

71 if ego_success and car_success:

72 done = True

73

74 # can do this since the cars can only crash with each other if they do crash
75 if ego.metaDriveActor.crash_vehicle or car.metaDriveActor.crash_vehicle:

76 ego.add_reward(crash_penalty)

77 car.add_reward(crash_penalty)

78 done = True

79

8e ego.episode_return += ego.reward

81 car.episode_return += car.reward

82

83 if done:

84 terminate

85 wait

86

87

88  require monitor Reward()
89 record final ego.episode_return as agent@_return
90 record final ego.episode_return as agentl_return

Figure 2.4: Figure 2.3] cont.

2.5 Interfacing to New RL Environments and
Simulators

Scenic currently has interfaces to a number of learning-oriented simulators. Interfacing Scenic
to a new simulator is a straightforward process. We refer the reader to the Scenic repository
and documentation for details.


https://github.com/BerkeleyLearnVerify/Scenic
https://docs.scenic-lang.org/en/latest/index.html
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Chapter 3

ScenicGym

We hereby discuss the background design and implementation of ScenicGym. In order to
make the Scenic/VerifAI[6][21][4] suite a viable and convenient tool for the RL practitioners
and thus merging modeling, verification, error/counterexample analysis, and training into
one tool, a new API to Scenic is necessary. The prior API requires making significant and
tedious changes at the simulator-interface level of Scenic each time a developer wishes to try a
different algorithms. This issue has in the past made conducting RL experiments with Scenic
a task that can only be tackled by Scenic veterans. A new API ought to address this issue.
Specifically, the API should be compatible with modern RL libraries (such as Stable Baselines
3 and RLLib [14][12]), and it should be easily incorporable into any existing RL code base.
Creating a Farama Gymnasium/OpenAl Gym-like API[2][20] is a natural thought, since the
gym-style API has become industry standard. Certain design and implementation choices
and issues needed to be addressed. In this section we illustrate the design of ScenicGym.

3.1 Design

ScenicGym consists of RL environments that inherit from the Farama Gymnasium environ-
ments, which has become an staple in the field. Corresponding wrappers for the OpenAl
Gym as well as PettingZoo|18] for multi-agent training are also available. The use of the tool
is shown in the following code block that was used to train an agent in Habitat using the
Scenic program in Figure [2.1| with Stable Baselines 3. As shown in the scenic_env function
on line to instantiate a ScenicGym environment for training, the user specify a Scenic
program that models the training episodes (line , compile the program into a Scenic sce-
nario object, which serves as one of the environment’s __init__ arguments. To specify the
simulator to use, a Scenic simulator instance (HabitatSimulator on line[41]) is instantiated
and also passed into the environment instantiation. Besides some standard keyword argu-
ment such as action and observation spaces, the user also pass in a function feedback_fn
that processes the simulation and training episode results to generate a feedback value for
the VerifAl samplers. In the vanilla case, this function can be one that computes the episode
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cumulative return. We were then able to create a vectorized environment on line B6l Note
that to make this vector environment with Scenic, the wrapper on line [7] is necessary due
to reasons we will discuss when talking about running parallel training environments.

© 0 N O Ut s W N

11
12
13
14
15
16
17
18
19
20
21
22
23
24
25
26
27
28
29
30
31
32
33
34
35
36
37
38

import gymnasium as gym

from scenic.gym import ScenicGymEnv

from pprint import pprint

import os

import numpy as np

import scenic

from scenic.simulators.habitat import HabitatSimulator
import datetime

from stable_baselines3.common.vec_env import SubprocVecEnv
from stable_baselines3 import PPO

from stable_baselines3.common.callbacks import (EvalCallback,

ProgressBarCallback,
CallbackList,
CheckpointCallback)
import datetime
import argparse
parser = argparse.ArgumentParser()
parser.add_argument('-m', '--model', type=str)
parser.add_argument('-r', '--resume', action="store_true")

args = parser.parse_args()

def

def

max_cum_reward(result):
return result.records["agent_return"]

scenic_env():
root_user = os.path.expanduser("™")

obs_space = gym.spaces.Box(0, 255, (256, 256, 3), np.uint8)
action_space = gym.spaces.Box(-2.0, 2.0, (2,), np.float32)

scenic_file = "train_scenes/train.scenic"

scenario = scenic.scenarioFromFile(scenic_file,
model="scenic.simulators.habitat.model",
mode2D=False)
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39

40 env = ScenicGymEnv(scenario,

41 HabitatSimulator(),

42 render_mode=None,

43 max_steps=150,

44 observation_space=obs_space,
45 action_space=action_space

46 feedback_fn=max_cum_reward)

47 env = gym.wrappers.RecordEpisodeStatistics(env)
48

49 return env

50
".

51 if __name__ == "__main__

52 now = datetime.datetime.now()

53 now = now.strftime("Ym_%d_Y%H_%M")

54 model_folder_name = f'"habitat_nav_{now}"

55

56 env = SubprocVecEnv([scenic_env for _ in range(6)])

57 eval_env = scenic_env()

58

59 eval_callback = EvalCallback(eval_env,

60 best_model_save_path=f"./sb_models/{model_folder_name}",

61 log_path=f"./sb_models/{model_folder_name}",
62 eval_freq=1000,

63 deterministic=True,

64 render=False)

65

66 model = PPO("CnnPolicy", env, verbose=2)

67 model.learn(total_timesteps=100_000, callback=eval_callback, progress_bar=True)
68 model .save(f"habitat_nav_{now}")

Backend Design

The interaction between ScenicGym, Scenic, VerifAl, and the underlying simulators are
shown in At the start of the episode, Scenic samples for a new scene using a specified
VerifAl sampler. The information about the new scene is then sent to the simulator via the
Scenic-simulator interface. The scene is spawned in the simulator, and the episode begins. At
each timestep, the ScenicGym environment computes the observation, reward, termination,
and other information, and relays it back to the outer training loop. At the end of each
episode, ScenicGym internally computes a feedback value for the VerifAl sampler based on
the user’s settings, and the next episode is generated. One new feature of Scenic that allowed
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VerifAl analyzes
feedback history and
determines next
sampled values

Sampled scene Feedback
Episode
ScenicGym
action action
poli Scenic simulation
olicy Interface imulatio
reward reward
obs obs

Figure 3.1: Overall Design of ScenicGym

for this construction is the ability for sequential stepping, where Scenic steps the simulation
only when the user calls an advance function.

3.2 On Running Parallel Training Environments

ScenicGymallow running parallel training environments. The current requirement is that
the parallelism has to be multi-process rather than mere multi-thread. Supporting multi-
thread training is an ongoing work. This was why the wrapper on line [47]in the code block
above was necessary, as it forces Gymnasium to use true multi-processing rather than multi-
threading. Please see the |code repository for more instructions and examples on configuring
this for some common RL APIs.

3.3 Using RL Algorithm Libraries

The gym-like interface of ScenicGym allows compatibility with existing RL libraries. For
instance, the code block shown above was using Stable Baselines 3, and training conducted
for in the next section has been done using Ray. Please see the code repository for more
instructions and examples.


https://github.com/BerkeleyLearnVerify/Scenic
https://github.com/BerkeleyLearnVerify/Scenic
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Chapter 4

Experiments

We describe experimental results in this section that illustrate training with ScenicGym and
influence of VerifAI[4] sampling.

4.1 Setup

The training Scenic program is shown in The experiment is a multi-agent autonomous
driving task where two cars arrive at an intersection seeking to cross without collision. The
two cars are controlled by the same policy, so the training scenario is self-play. The policy
takes in a lidar sensor observation and outputs a vector setting the acceleration and steering
angle. The reward consists of incentives for speed, a straight steering, and reaching the goal
point. There is a penalty for collision. We conducted our experiments inside the MetaDrive
simulator [11] with Scenic. Training was done using PPO [15] inside RLLib of Ray using
Ray’s default PPO policy and training setting. The feedback we choose to give to the VerifAl
active samplers is the maximum episode return among the two agents, which is the value
that VeriAl’s active samplers seek to minimize.

4.2 'Training Methods

We first pre-trained a policy with Scenic using the standard uniform sampler (no active
sampling). This is because during early stages in the training, the policy is likely to have
poor performance across the distribution. An active sampler would then sample the scenes
mostly from the small sections of the distributions that it encountered early on, reducing
the variety of scenes the agent would experience, hindering learning. The pretraining was
conducted for 80,000 timesteps.

We proceeded to conduct four experiments, each with a different VerifAI sampler, and
examine the effects on the learning outcomes. The samplers examined are Bayesian opti-
mization (BO), multi-armed bandit (MAB), and Halton[9]. We also trained a model continue
using the uniform sampler as a baseline. Each experiment started with the pretrained model



CHAPTER 4. EXPERIMENTS 17

and proceeded 80,000 timesteps. For each sampler, 5 trainings were conducted, each using
a different seed. Any evaluation result is the average over the 5 trials. To evaluate the
performance of each policy facing similarly distributed scenarios during and after training,
we deployed the policy in simulation using scenes sampled from the training Scenic program
under uniform sampling. We used 3 seeds, each running for 30 episodes and then take the
mean episode return.

Sampler Agent 0 Agent 1
BO 24.984 + 0.513 | 29.683 £ 2.519
MAB 29.172 4+ 1.116 | 33.505 + 4.921

Halton | 26.762 + 4.741 | 32.821 4+ 7.166

Uniform | 29.353 4+ 1.836 | 34.497 + 4.052

Table 4.1: Mean Episode Return + Standard Deviation Evaluated in Under Scene Generated
from Uniform Sampling

Training of agent0 Training of agentl

— bo
mab

—— halton

254 — uniform

— bo
mab

7 — halton

—— uniform

30

20
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15
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54
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timesteps timesteps
(a) Agent 0 Training Comparison (b) Agent 1 Training Comparison

Figure 4.1: Comparison of training results between different samplers for each agent. Besides
the BO sampler, the other samplers have relatively similar performance. This could be due
to the reduced sample diversity resulting from the BO sampler
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Training with mab sampler
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(b) Multi-Armed Bandit

Training with uniform sampler

40

354

30

254

20 -

rewards

154

10 1

—— agent0
agentl

T T T T T T T T
o] 20000 40000 60000 80000 100000 120000 140000 160000
tmesteps

(d) Uniform

Figure 4.2: Comparison of training results between the two agents in each sampler. Agent
1 generally outperforms Agent 0, likely due to the larger variation we allow on its initial

position that includes points closer to its goal

4.3 Results and Discussion

Table [4.T|shows the final evaluation performance of each policy. Figure [4.1 and [4.2]shows the

training curve for individual policies for each agent. In we compare, for each agent, the
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training performance using different samplers, and in Figure[d.2] we compare the performance
of the two agents during the same training session with the same sampler. Note that the
training curves also include the pretraining stages using a uniform sampler. It is the general
trend that Agent 1 performs better than Agent 0, with a larger variance. This is most
likely be due to differences between each car’s configuration as the intersection, since we
assigned to Agent 1 a greater range of values for its starting distance from the intersection,
which include points closer to the goal point. We note that the MAB performed on par
with the uniform finetune baselines. MAB is the archetypal active sampler, which would
actively seek to discover scenarios yielding low rewards among the agents while explore
under-sampled regions for new difficult episodes. The Halton sampler and BO sampler did
not perform as well as the uniform baseline. The Halton sampler is deterministic: given a
range on the real line, it "samples” points in a way such that the range is gradually covered,
and each segment of the range is visited equally often. This behavior of the sampler likely
yielded the larger variance in the trained policy’s performance across trials: the diversity of
samples generated could yield a more varied range of performance. The BO sampler seems to
have significantly underperformed. We hypothesize that this is due to Bayesian optimization
having a weaker emphasis on sample diversity when generating scenes, unlike the Halton and
MAB samplers. This decreased diversity likely hurt training. While the uniform baselines
seems to have performed better than the policies trained with the VerifAl samplers, we
would like to note that it is likely that a full falsification could offer more definitive insight.
Overall, the experiments points to sample diversity to be an important factor when choosing
the VerifAl samplers for RL training, even during the later stages.
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Chapter 5

Conclusions

We introduce a new Scenic/VerifAl[6][21][4] based tool, ScenicGym, for training RL agent
using data generated by the Scenic probabilistic programming language. Scenario coverage
during training is enforced by VerifAI. The new API is compatible with existing RL work-
flows and libraries, and demonstrated VerifAI's sampler being able to influence the final
performance during evaluation. Some directions merit further explorations.

5.1 Future Work

Cross-Simulator Training

One direction that we did not describe in this thesis was cross-simulator training. Scenic-
Gym currently allows for cross-simulator training between simulators to which Scenic has an
interface. This direction is especially important in tasks like vision-based manipulation in
robotics, where the visual and physical fidelity of the simulation environment are important.
However, for training for these tasks are often bottle-necked by the intense computational re-
source requirements of high-end simulators. So it would be desirable to pre-train a policy on
a low-fidelity simulator that incurs lower computational cost and then transfer the training
to a high-fidelity simulator for finetuning to improve robustness. ScenicGym/Zoo could serve
as a uniformed platform for these kinds of training. Towards this end, one ongoing effort is
interfacing Scenic to MetaSim, which is a part of RoboVerse [§]. MetaSim is a “wrapper”
simulator that provides a single unified API for using an array of popular robotics simulator,
such as IsaacSim[13] and Mujoco|19]. The user can transfer training setup/scenarios from
one simulator to another with a keyword argument. Interfacing Scenic to this simulator will
provide additional environmental modeling and error analysis capability, yielding a strong
cross-simulator training platform for assured Al-enabled robotics.
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Hierarchical Reinforcement Learning

One of Scenic’s native features is generating compositional scenarios, where, starting from
a parent scenario, we can randomly ”transition” into a second child scenario. For instance,
the parent scenario could be a car driving on the road, for which we have a Scenic program.
We then provide a few other Scenic programs, such as entering an intersection, turning, or
lane-changing. Scenic can start in the parent scenario and transition into these sub-scenarios
based on user specified distributions. This offers a good foundation for training hierarchical
reinforcement learning, where an RL agent not only needs to be able to perform individual
tasks, but also needs to be able to discern which task it should perform and how to correctly
transition between its different operating modes.
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