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ABSTRACT

ATV, the Abstract Timing Verifier, is a program to perform static tim-
ing analysis of dependency graphs derived from logic designs, analyzing
worst-case paths. Unlike other timing verifiers, ATV uses an abstract
representation of time and delays that enables a user to choose the represen-
tation of time and delays most suitable to a particular analysis. Such
representations include single numbers, ranges [min-max], and statistical
descriptions (mean and standard deviation), or asymmetric rise/fall versions
of all of these. The sophisticated user may develop new models and plug
them in to the program.

This technical report consists of the main body of my dissertation of the
same title. It describes the background of the Abstract Timing Model that
ATV uses, several different timing models, implementation of the principle
algorithm for clock phase length analysis of transparent latch designs, and
results of using the program. Detailed information about how to use the pro-
gram is available in the companion technical report, User’s Guide to ATV,
an Abstract Timing Verifier, which also appeared as the appendix to my
dissertation.
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Chapter 1 - Introduction

To err is human; to really foul things up requires a computer. - Anon.
Anything that can go wrong, will go wrong. - Murphy’s Law

Murphy was an optimist. - 0" Toole's Commentary on Murphy's Law

1. THE NEED FOR TIMING VERIFICATION

To err is human, and the greater the complexity of the task attempted, the more likely it is that
errors will be committed. As digital systems designs grow more and more complex each year, programs
to ensure the correct operation of the design become crucial. These programs fall into several categories,

defined by the type of problem they address.

Circuit simulators are concerned with determining the detailed electrical response of the underly-
ing electronic components: transistors, resistors, capacitors, and so on. They examine the values of vol-
tages and currents as continuous functions of time. Logic simulators are concerned with the discrete
responses of logic blocks built out of these components. They operate on signals with a finite, and usu-
ally small, number of values and strengths: typically 0s, 1s, and some intermediate or unknown states.
Many assume that logic blocks either respond to changes in their inputé instantaneously (zero-delay
models) or after some unspecificd constant time that is the same for all blocks (unit-delay models). If
they adopt a more sophisticated model of time, in which blocks can have delays of different lengths
specified in realistic time units such as nanoseconds, they are often called timing simulators. The above
programs are concerned with predicting the behavior of hardware that correctly implements a specified
design; fault simulators, on the other hand, are like logic simulators but are concerned with simulating the

effects of assumed hardware defects on the behavior of the system.



All of the above types of programs have one major characteristic in common: they are concerned
with predicting the specific response of a system to a specific set of completely defined inputs. Circuit
simulators and timing simulators can detect many common timing problems with a proposed design, but
only if the problem is triggered by the specific set of input waveforms specified by the user. Because
there are an exponential number of possible input patterns, it is generally not practical to exhaustively
examine all possible inputs. Thus it is possible that timing errors will go undetected by these programs

because they were not triggered by the set of input patterns chosen.

) B o D : E——D_ Output

Figure 1-1: Logic example - an inverter and a series of AND gates. The long path delay from A to the
output will only be observed by simulators if all the inputs B through E have the value 1 when a change
in A occurs. Timing verifiers look for the worst possible delay path independently of specific data
values.

This problem is illustrated by the logic circuit shown in Figure 1-1. Assuming that all the inputs
arrive at about the same time, the worst-case delay path to the output will run from input A to the output,
passing through one inverter and four AND gates. This path will only be observed, however, if the other
four inputs either are already 1 or are becoming 1 when input A changes state. Thus if each gate took
20ns to compute its output and the overall output had to be available 90ns after the inputs arrived, there
would be a timing error along this path that would only be observed by a timing simulator if these condi-
tions occurred in the input data. None of t.he input values shown in Figure 1-2a produce this worst-case

delay; in each case, the change in input A is masked by the change in some other input.

Timing verifiers attempt to address this problem by examining the timing behavior of the design
independently of specific data values. They focus on when the signals stabilize rather than what specific
values they have. They assume a worst-case setting for all unspecified signals, assuming that any change:

on the inputs of a block will propagate to its output.
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Figure 1-2: Results of timing simulation (a) and timing verification (b) of the example in Figure 1-1,
assuming a 20ns delay through each gate. Timing simulation, looking at the response to specific inputs,
does not observe the worst case delay to the output for these inputs. Timing verification, looking only
at the stable vs. changing behavior of the signals, notes that the output can continue to change up to
100ns after the inputs stop changing.

Jouppi [Jou84] distinguishes between timing verifiers and timing analyzers: timing verifiers exam-
ine a design and a proposed clocking to see if any errors result; timing analyzers examine the design and
determine how long the clock phases need 1o be to prevent errors (by computing critical path lengths).
Thus timing verification is essentially a decision problem, and timing analysis is the related optimization

problem.

Although many existing programs operate in only one of these two modes, the basic operations
required of a program are the same in each case; I will show that both modes can be supported in the
same program. In this report, I will generally use timing verification as a generic term to include both
timing verification and timing analysis. Jouppi’s usage is not universal in the literature; indeed, both
““timing analyzer’” and ‘‘timing verifier’” have been used in the literature to describe programs that I
would classify among the “‘circuit analyzers,” because they operate on continuous voltage waveforms

and require that all inputs have their values completely specified.



Experience has shown the need for automatic analysis of critical timing paths. The designers of the
RISC I chip* found that the actual chip ran five times slower than predicted because of a transistor sizing
problem[FVP82]. The MIPS chip developed at Stanford had a similar problem: the worst case paths
were four times slower than predicted [Jou84, p. 3]. In response to these problems, the timing verifiers
Crystal and TV were developed to analyze MOS chip designs. These timing verifiers aided in catching
timing problems with a chip design before the chip was fabricated, and proved useful in identifying and
fixing minor timing problems with subsequent designs. However, both programs require a completed

design to be run, and both can only analyze the MOS circuitry on a single chip.

Both these limitations proved to be problems on the SOARY project. Because the timing verifier
Crystal could not be run until the layout of the chip was completed, it was only then that a major timing
error was discovered, which required a redesign of the chip microarchitecture to fix [Pen85, pp. 273-
283]. This cost a six month schedule slip (one person-year) in the completion of the chip. Another tim-
ing problem, involving the interaction of the chip with surrounding circuits on the board, was not
discovered until the chip had been fabricated and was mounted and tested on the board [Ung87, pp. 52-

53]. This problem increased the effective cycle time of the design by 25%.

The common theme to all the above problems is that in each case, the actual critical path of the
design was not what the designers thought it would be. This is readily understandable. Those blocks a
designer thinks will form a critical path get plenty of attention throughout the design process. From the
beginning of the design, the designers are thinking about how these blocks will limit the speed of the
design, how they can be sped up, and how they can be measured as the design evolves. These are the
paths that are extensively simulated by a circuit simulator, such as SPICE [NaP73]. By the time the
design is implemented, there are very few surprises left along this path. Itis the unexpected path, the one
path out of thousands or millions that has a timing problem no one suspects, that waits to snare the

unwary designer. It is imperative to identify these paths as early in the design cycle as possible, so that

*Developed at U.C. Berkeley.
+Smalltalk On A RISC, a microprocessor developed at Berkeley.



the designers can spend their time thinking about them, rather than paths that will not ultimately limit the
speed of the design. The earlier in the design cycle such paths can be identified, the easier it is to fix the
problem. Had the SOAR microarchitecture problem been found before the control section was laid out,

much wasted effort on layout that was ultimately discarded could have been avoided.

The SOAR experience shows that it is important to have a timing verification tool that can run
early in the design cycle, using whatever information is available, and that it is important to be able to
verify MOS chips together with surrounding TTL circuitry on a board. Although both the chip and the
board circuitry were ultimately verified by two different timing verifiers, it was not possible to verify both
in the same environment, or to relate the information provided by the two verifiers in order to identify the
critical path that involved both. The design of ATV, the Abstract Timing Verifier that is the subject of
this report, grew out of efforts to provide a common timing verification framework that could be used
both for VLSI chips and their surrounding circuitry, that could be used early in the design cycle but could
track the design as it progresses, that could be used to perform both timing verification and timing

analysis, and that could address clock constraints passing through transparent latches.

Previous timing verifiers have used many different representations for time and delays. Some have
represented time as a single number, where every event occurs at a specific time. Others have
represented time as a range: as a min-max pair or a min-typ-max triplet. Others have used statistical
descriptions. Many have tried to represent distinct delays for rising and falling transitions. Whatever the
representation chosen, it has typically been built in to each timing verifier at a fundamental level, wedded
to the design of the algorithm. This specificity has created artificial barriers to integrated timing analysis:
programs designed to model TTL chips from data sheet information are unable to accurately model MOS
chips where signal drive strength is crucial; programs designed to process MOS transistor structures are

unable to analyze portions of a design that are not built out of such structures.

In ATV, I have instead defined the algorithm in terms of an Abstract Timing Mode! that defines
several operations, but lcaves implementation of these opcrafions up to the particular model used. This

means that any timing model that can define the operations of the abstract model can be plugged into the



program and run. The set of timing models is deliberately left open-ended, so that users can develop their
own models to meet specific needs. The basic data structure of the program is intentionally generic: a
dependency graph whose arcs may represent high-level blocks whose details are unimportant or not yet
defined, or very low-level structures for a more detailed analysis. The intent is to provide a wide-ranging
flexibility previously unavailable; a generic tool that could be wrapped in many different interfaces to

meet different needs.

2. ORGANIZATION OF THIS REPORT

Chapter 2 discusses previous work in timing verification, including many of the generic issues
common to different timing verifiers. It starts with a generic discussion of the longest path problem and
continues by examining different previous timing verifiers, grouped by the representation they used for
time and delay. An important sub-problem is how to verify designs that include transparent latches; this

is discussed in a separate section at the end of the chapter.

Chapter 3 presents the Abstract Timing Model that is at the core of the Abstract Timing Verifier.
The basic operations are defined, and many examples of different timing models are given, with discus-

sion of how each model would implement the basic operations.

Chapter 4 discusses the implementation of the Abstract Timing Verifier, showing how the theory
developed in the previous chapter is reduced to practice. I show how, by specifying input events in dif-
ferent reference frames that can be translated relative to one another, the same algorithm can be uscd for

both timing verification and timing analysis.

Chapter 5 presents results of using the Abstract Timing Verifier. I present the results of running
ATV on a large example for several different timing models and compare the critical paths that result. I
also examine the observed performance of ATV and note ways in which the efficiency of the program

could be improved.

Chapter 6 discusses future extensions of this work. These fall into three categories: enhancements

1o ATV, issues of hicrarchical timing verification, and issucs concerning the verification of asynchronous



and self-timed systems.

Finally, Chapter 7 contains the overall summary and conclusions.



Chapter 2: Previous Work

1. INTRODUCTION - LOOKING FOR LONGEST PATHS

The problem of static timing verification is essentially one of looking for the longest path through a
directed graph.* It is well known that the longest-path problem is NP—complete in the general case
[GaJ79, p. 2131, but can be solved efficiently if the graph is acyclic [Law?76, pp. 68-69]. The costs in the
graph problem are derived from the delays through circuit elements or interconnections in the circuit to
be analyzed. Although some authors [Hit82, KiC66] have formulated the problem with delays identified
with nodes of the graph (Figure 2-1a), there is no particular advantage in doing so, since these delays can
just as easily be attached to the output arcs of these nodes (Figure 2-1b).+ The converse, however, is not
true: problems formulated in the classical PERT style, with delays attached to arcs, cannot always be
reformulated with the delays attached to the nodes without revising the graph.f I will therefore present

examples in the latter style, with delays attached to the arcs.

To find the longest path through such a graph, there are three basic approaches. I refer to them as
breadth-first, depth-first, and depth-first with pruning, referring to the classical search strategies of those
names. Hitchcock [Hit82] refers to breadth-first and depth-first as block-oriented and path-enumeration
strategies, respectively. These strategies will be illustrated by the example in Figure 2-2, taken from

Lawler’s discussion of PERT graphs [Law76, p. 62].

The depth-first strategy traces all possible paths through the graph, summing the total delay along
each path. Thus it might start by tracing the path START-A-C-FINISH, with a total cost of 12, back up

to node A and trace the path START-A-D-FINISH, with a cost of 18, and finally back all the way up to

*Shortest paths are also often of interest, but this is an easier problem with well-known efficient solutions
[Law76, Chapter 3]. Often the desired shortest paths can be calculated by a trivial variation of the method being used to
compute the longest paths.

+ If block delays really are identical for all pins, there may be an efficiency gain from only having to represent the block
delay once.

t If revising the graph is permiticd, you can introduce a new node in the middle of each arc that carries the delay for
that arc, making the original nodes all of delay zero. This doubles the number of arcs in the graph, although simplification
may be possible in some cases.



Figure 2-1: PERT-type problem. (a): With delays attached to nodes; (b): Reformulated with delays at-
tached to arcs.

Figure 2-2: Classical PERT problem, with arc dclays shown.
the START node and trace the path START-B-D-FINISH, with a cost of 17.

The depth-first with pruning strategy adds an optimization: whenever a node is revisited in the
course of the search, the new path is only explored if the new arrival time at the node is greater than the
previous worst ti.me to that node. Thus in this example, when it reached node D the second time (from
node B), it would note that D had previously been reached with a cost of 12, and the cost from node B is

only 11. Thus it would terminate the search without exploring this new path all the way to the end.
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In the breadth-first strategy, a' node is not evaluated until all of its possible predecessors have been
evaluated. The worst case arrival times from each predecessor produce a worst case time at the node that
is then propagated to its successors. This strategy requires an acyclic graph. In the example, both nodes
A and B would have to be evaluated before node D could be evaluated. Then the algorithm would com-
pute the worst-case path to node D (from node A). Node C could be evaluated any time after node A was
evaluated, either before or after B. After both D and C were evaluated, the FINISH node would be

evaluated, finding the worst-case path from START-A-D-FINISH.

The reader should note that the strategies I describe as depth-first and breadth-first are not identical
with the classical search strategies of the same names: classical depth-first search would always terminate
the search when a previously visited node was reached, and classical breadth-first search would always
explore the nodes adjacent to the least-recently explored node with unexplored neighbors before proceed-
ing to other nodes [HoS78, pp. 263-269]. Thus it might be less confusing to adopt new terminology, such
as Hitchcock’s, to describe the longest-path search strategies. On the other hand, the essence of the two
strategies is immediately suggested by my terminology, by analogy with the classical strategies: depth-
first plunges deeply into the graph along a single path, only backing up to explore other paths once the
goal has been reached, while breadth-first proceeds more methodically in a series of wavefronts from the
source. Certainly this terminology is familiar to virtually all computer scientists (and has been used by
several previous authors without comment), whereas Hitchcock’s terminology, being original, is familiar
only to those who have studied the timing verification literature. To avoid unnecessary confusion, I will

refer to the classical strategics as classical depth-first and classical breadth-first hereafter.

What is the time-complexity of the three search strategies, for a graph with V nodes and E edges?
Breadth-first scarch can be implemented to be lincar in the size of the graph, O(V+E). Depth-first search
and depth-first search with pruning, on the other hand, can be exponential in the size of the graph. One
example created to demonstrate this point is the ““Ladder Graph’’ of Figure 2-3. It has 2n nodes and 4n
arcs. Because there is a choice between two paths at each stage, there are 2 distinct paths from START

to FINISH. (The arc costs have becn selected such that each path has a unique integral length from O to
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27—1). Thus depth-first search, which explores all the paths, will require O(2") time.* Further, if the
upper path is always explored first at every stage, the arrival times at each node will always be strictly
increasing (the paths will be enumerated in order of increasing length). Thus depth-first search with
pruning will not be able to prune any paths, so it to0 will require O(2") time. (Depth-first with pruning
can be modified to reduce its time complexity on acyclic graphs with a single output by keeping track of
the best path found to the output from each node; but this analysis applies to the more general algorithm
found in the literature [Ous85].) Although the relative sizes of the delays in this example may seem
unrealistic, the result also applies to any monotonic linear transform of these delays. In particular,

transforming the delay d to d’ =1+d /2" makes all the delays between 1 and 2, but preserves the charac-

w
1
O

ter of the problem.

|
|
Py V)

1
1
= T g

Stage2 ! I Stagen-1 ' Stagen '

Stage 1

Figure 2-3: Ladder Graph: This example requires exponential time in the number of stages for both
depth-first scarch and depth-first search with pruning (if the upper path is always explored first).

On the other hand, both breadth-first search and depth-first with pruning can miss potential critical
paths when there are feedback loops in the graph. Breadth-first scarch requires that such loops be broken
by cutting one of the arcs involved before the search begins, to make the graph acyclic. Depth-first

search with pruning does not cut such arcs statically, but it docs stop the search when a path loops back

*Although not every path will require the same time to explore, exploring a path must at least touch the FINISH node.
Thus the FINISH node will be touched at least 2" times, providing the required bound.
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on itself (as does straight depth-first search). When combined with the pruning technique, this can cause
the algorithm to miss critical paths, as shown in Figure 2-4. Figure 2-4a shows the graph, which includes
a feedback loop that might be derived from a pair of cross-coupled NAND gates. Figure 2-4b shows the
critical path to node E, while Figure 2-4¢ shows the critical path to node F. Because these two critical
paths cover all the arcs of the loop, any arc that is cut to break the loop will eliminate one of the paths.
Depth-first search with pruning also fails to find both paths. If path b is explored first, it will store an
arrival time of 18 at node A, which will prune path c before it can be explored. Likewise, if path ¢ is
explored first, it will store an arrival time of 16 at node B, which will block path b. Only a full depth-first

search will find both paths.

A different approach to problems such as that of Figure 2-4 was developed as part of the
LEADOUT timing verifier [Szy86]. LEADOUT identifies strongly connected components of its depen-
dency graphs and wreats them as a unit, a kind of super-node. Thus in Figure 2-4a, LEADOUT would

tread nodes A, B, C, and D as a unit, processing them separately.

1.1. Global and Local Slacks

Once worst-case events have been calculated for a graph such as Figure 2-2, slacks can be com-
puted. Jouppi [Jou84] discusses the traditional definitions of arc slacks and node slacks. The local slack,
also known as arc slack[Jou84] or activity float{fMPD83, p. 791, of an input to some arc is the amount by
which that event could be additionally delayed before it would delay its immediate successor. The only
case where a local slack can be non-zero is when there are multiple input arcs to a node. Local slack is
clearly computed on a per-arc basis. From this definition, it is clear that the worst input to a node has

zcro local slack.

The node slack (Jouppi) or path float (Moder) of an event is the additional amount by which it
could be delayed without increasing the critical path length (or violating the final schedule constraint, if
this is different from the patH length). 1 define the global slack of an event with respect to some overall

constraint or final destination event to be the minimum sum of local slacks from the initial event to the
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(C) 8 3

Figure 2-4: Static loop-breaking can miss critical paths. (a): Dependency graph. (b): Critical path to
node E. (¢): Critical path to node F. When using breadth-first search, any static loop-breaking will cut
an arc in either path (b) or (c); when using depth-first search with pruning, whichever of (b) or (c) is ex-
plored first will cause the other to be pruned.

final event, plus whatever slack the final event may have with respect to the ultimate constraint. If the
slack of the final event is O (what Moder refers to as the zero-slack convention), it is apparent that nodes
on an overall critical path will have zero global slack. I‘bclieve that the two concepts are equivalent.
Figure 2-5 shows how slacks are calculated. Local slacks are shown at each node with multiple
predecessors. If the zero-slack convention holds (global slack of FINISH is 0), then nodes START, A, D,

and FINISH have global slack of 0, node C has a global slack of 6, and node B has a global slack of 1. If

there was a constraint that the FINISH arrival time had to occur on or before time 22, then START, A, D,
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and FINISH would have a global slack of 4 with respect to this constraint, node C would have a global
slack of 10, and node B a global slack of 5. If there was an additional constraint that the arrival time at
node C had to occur by time 10 (Moder does not address slack for multiple constraints), then the global

slack for nodes START, A, and C would drop to 1, while the other global slacks remained unchanged.

O

SL=1

Figure 2-5: Slack computation. Arc delays are shown in italics, node arrival times are shown at each
node, local slacks (and input arrival times) are shown where multiple arcs come together at a node (at
node D and FINISH).

2. STATISTICAL TIMING VERIFICATION

One of the major distinctions between previous timing verifiers is between those mat adopt a sta-
tistical approach to the analysis and those whose approach is more deterministic. Much of the work on
statistical methods has come from IBM. Perhaps this is due to the early development of automated sta-
tistical methods there, which may have generated a large community of designers with experience using
statistically-based analysis tools, and therefore more accepting of such tools than the design community

at large. The timing verifiers in this section all use statistically based descriptions of events.
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2.1. PERT

Although informal analysis of timing requirements is probably as old as logic design itself, the first
automatic timing verifier reported in the literature was an application of a PERT chart analysis program
to the problem of logic design [KiC66). Kirkpatrick and Clark realized that by.interpreting logic func-
tions as jobs to be performed and the delays through each logic element as the time to perform the
corresponding job, they could cast the problem of finding the length of a critical path through a logic net-
work as a PERT problem of finding the minimum time required to complete a series of interdependent
project tasks. Because they were dissatisfied with the overly conservative nature of pure worst-case
analysis, they turned to statistical methods as a way of expressing the relatively independent variation in

delays between the individual discrete components they were studying.

Delay values for each block were input as three numbers: a minimum time, a, a typical time, m,
and a maximum time, b. Two such triplets of numbers were supplied for each block, representing the
delay for a rising output and a falling output. These were converted to a mean, U, and variance, o2, via

the equations:

_ a+dm+b
K 6

b-a 2
e
These were then used as the elements to be summed in the resulting computation. This is one of the few
early examples of cocrcion between two different delay formats, a concept that is used extensively in
ATV. It appears that the analysis was examining paths one at a time, although Hitchcock et al. [HSC82]
cite PERT as an example of the block-oriented algorithms. The program is indeed described as comput-

ing a value for each block, but this value represented the delay through the block, not the signal arrival

time there.*

*[ronically enough, the association of delays with arcs is probably more appropriate for circuit delays, where the delay from
each pin to the output of a gate may be distinct; associating delays with nodes is more appropriate for project management,
where the delay represens the time to complete a specific task that may have many predecessors and successors. Yet the
first automated PERT tools for project management were strictly arc-based [MPD83, p. 38], while this first paper on the ap-
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Once the arrival times at each output had been calculated (as a mean and variance), the program
worked backwards from specified required times at the outputs to compute the acceptable slacks for each
input. These slacks were also computed as both means and variances; with the variance interpreted as the
maximum allowable variance in the input arrival time if it arrived with mean delayed by the maximum

slack.

22. TA

The statistical approach taken by PERT was significantly extended by a new timing verifier - the
IBM TA program developed by Hitchcock et al.[HSC82, Hit82). TA used a breadth-first “‘block-
oriented’’ algorithm (levelizing the network, and processing it in order so that the inputs to each block
were calculated before the block was evaluated). It represented block delays as a mean and standard
deviation for both rising and falling delays. It also stored the inverting properties of the logic function
associated with each block so the delay could be applied properly. When multiple inputs arrived at a
block, each was delayed by the block delay, and then the result with the largest value of u+Bc * was
selected as the output time of the block. When looking for shortest paths, the program would instead

choose the result with the smallest value of p—fo. Rising and falling results were selected independently.

The TA program was uscd to analyze designs that were designed to LSSD+ standards for testability
[EiW77]. This simplified the task of the verificr by enforcing restrictions on clock signals. Input to an
analysis specified one clock that was to be used for propagation purposes, and another that was to be used
for comparisons. Paths were checked starting from the propagation clock, propagating through the logic
network, and being compared against the comparison phase of the compare clock. The scheduled arrival
time of the comparison clock was translated into requircments that could be propagated backwards to cal-

culate the global slack for nodes in the design. An interactive analysis program was included to help the

plication of PERT 1o logic design describes how they altered this standard practice in order to associate the delays with the
nodes!

*For example, the user could choose B=3 10 select the result with the largest 3G point.

tLevel-Sensitive Scan Design
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user analyze the results.

2.3. Statistical Refinements

The difficulty with the way TA computes the latest output arrival time at a block is that it does not
accurately reflect the interactions between the input distributions. For example, if there are five indepen-
dent normally distributed inputs to a block all with mean 0, any individual input will arrive before time 0
half the time, but the probability that the latest one of them arrives before time O is only 1/32. The
worst-case distribution (for maximal length paths) is the distribution of the maximum of two random
variables, one drawn from each input distribution. This distribution is usually different from any of the

input distributions (see Figure 2-6).

Figure 2-6: Two independent normal density functions and the density of their maximum. The max-
imum is not normally distributed (although it is approximately so). The TA program would choose In-
put 2 to represent the worst-case time; Shelly and Tryon correct for the error between this and the actu-
al maximum.

This problem was discussed by Shelly and Tryon [ShT83], who described the difference between
the 3-sigma point computed by T.A. and the d-point (the point whose cumulative distribution is equal to
that of the 3-sigma point of a normal distribution, .9986501) of the actual distribution. The method for
calculating the d-point of the actual distribution is described in [BCS84]. A mathematical justification for

statistical methods of delay calculation is offered in [TAR84].
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2.4. Probabilistic Pert

A more radical generalization of the PERT technique was developed by Arthur Nadas
[Nad79,Nad80]. He analyzed PERT-like dependency graphs where each delay was a random variable,
X;, with an arbitrary distribution function, F; (t)=Pr(X;<t). He observed that the calculation of the exact
distribution of the longest path through the network appears intractable, except in a few very special
cases. Even when the delays are all assumed to be independent, the corresponding event times may not
be, due to reconvergent fan-outs. He recast the problem as a parametric linear programming problem,
seeking a worst-case bound over all possible joint probability distributions corresponding to the given

marginal distributions.

2.5. SCAT

Another unique statistical description is the two-point discrete probability distribution used in the
SCAT timing verifier [GSS86,Ste85]. SCAT models delays with three numbers: a, b, and p; the
interpretation is that the delay has value b with probability p, and value @ with probability g=1-p. This
model combines some of the features of min-max models with statistical descriptions. It will be dis-

cussed in more detail in Chapter 3.

2.6. Other Statistically-Based Timing Verifiers

Other timing verifiers have used statistical descriptions for delay. These include the GRASP sys-
tem from Honeywell [Wol78]. DIGSIM [Mag77] represented delays as normally-distributed random
variables for purposes of simulation; this program was a timing simulator, rather than a value-

indcpendent timing verifier.
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3. STATE-SEQUENCE BASED TIMING VERIFICATION

3.1. The SCALD Timing Verifier

Another important class of timing verifiers represents events as sequences of states. For example,
the SCALD timing verifier [McW80a, McW80b] used a total of seven different states that signals could
assume: 0, 1, S (stable), C (changing), R (rising), F (falling), or U (unknown). The value of a signal
would be represented as a sequence of these states, with transition times specified as single numbers; thus
a clock signal might have the value: “‘0:0 R:1 1:4 F:12 0:157* (O at time 0, rising from 1-4, high from
time 4-12, falling from 12-15, 0 after 15), while a data signal might have the value: “‘S:0 C:7 S:9 C:15
S:18”’ (changing from times 7-9 and 15-18, stable otherwise). System inputs (including clocks) could
have their values described by the user in this form; system outputs could also be specified in this way
(although for outputs the stable and changing states were interpreted as assertions to be checked against
the calculated values). Each state sequence also had an associated skew value, an numeric value that
indicated the specified transitions could actually happen up to the skew value later than the specified tran-
sition times.

The timing description of a design was built out of a small set of low-level primitive components,
such as AND, OR, and NOT. The effects of combining inputs of different states were defined in a table
for each component: for example, the AND of a 0 and a S is a 0, but the ANDofalandaSisas.
Higher-level components could be specified in terms of these components, and would be expanded as
macros into the primitive components before the analysis was performed [McW78a, McW78b]. Delays
were specified as a min and a max time for each component; these were component delays which applied

equally to all inputs of the componcnt.

The basic algorithm used was to initialize known clocks and inputs to the sequences of states
specified by the user, and all other signals to U (unknown) initially. The system then procecded to calcu-
late values of signals using an event-driven scheduler. The inputs to a primitive component would be

combined according to the rules for that component, as if the component had zero delay, with each
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transition on any input potentially generating a corresponding transition on the output. The result would
then be delayed by the minimum delay of the component, with the difference between the maximum
delay and minimum delay added to the skew of the signal.* If the inputs had different associated skews,
the skews would be added back in to the state sequences (introducing rising or falling states, or extending
the changing state) before combining. Whenever this calculation resulted in a new set of states for some
signal, the components driven by that signal were scheduled to be reevaluated. The calculation continued

until no further changes in signal states were computed.

Constraints were specified by special primitive components that were part of the logic design:
pulse-width checkers that would ensure that clock widths did not diminish below a specified value, and
set-up and hold checkers that checked the stability of one signal around a specified edge of another. After
values for all signals were computed, the checkers would be invoked to ensure that the calculated signal
values met the required constraints, and output signals were checked against their assertions. Any viola-
tions were reported to the user, but no critical path information was available that would identify the
source of the violation. Instead, the user would have to trace the violation by hand by examining the
computed state sequences for all the nets working backwards from the violation to its source. Another
problem with this type of checking is that signals could only be checked to see if they were stable; there
was no guarantee that the stable value was valid. Thus if the input to a register missed its required arrival
time by a small amount, it could be flagged as missing a set-up constraint because it was still changing in
the window where it was required to be stable. However if it was sufficiently late, it could miss being
reported because it was still stable (with the old value) throughout the set-up and hold window, not start-

ing to change until after the required hold time.

One of the problgms with value-independent analysis is that it may be too pessimistic, calculating
delays through paths that are not actually achievable. SCALD addressed this problem by providing a

means for case analysis: the user, on discovering a false critical path, could specify that the design was to

*The purpose of this separate skew value was to ensure that clock pulse widths were not reduced by going through a buffer
with uncertain delay.
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be analyzed first assuming that a particular signal had the value 0, and then reanalyzed assuming that it

was 1, during its stable period. The specified value would be propagated as far as possible through the

design, using logic simulation. The example given by McWilliams is shown in Figure 2-7. Worst-case

analysis would report the worst-case path through the two muxes as 40ns, but in fact the two 20ns paths

are mutually exclusive, so the true path is only 30ns long. Case analysis could be performed on the select

input to the muxes, revealing that the critical path was only 30ns long for each of the two possible values

of the select line.

10ns Delay

N\

Input

20ns Delay

10ns Delay

A

Select

20ns Delay

Output

Figure 2-7: The need for case analysis. The true path through the two muxes is only 30ns long, but a
value independent analysis identifies the worst path as 40ns. Case analysis on the select input can

resolve this error.

3.2. RDV

Another timing verifier that uses state scquences to represent events is RDV, developed by Sumit

Ghosh [Gho87]. RDV uses only five states, eliminating the rising and falling states used in SCALD.

Primitive elements are modeled by Ada concurrent routines, using the concurrent scheduling provided by

the Ada language environment to do the scheduling. Like SCALD, delays are represented as a min and a

max delay. Unlike SCALD, RDV can be uscd to analyze asynchronous designs by a form of Monte



22

Carlo simulation: asynchronous clocks are generated using a random-number generator to assign actual
times to their edges, and the resulting schedule is analyzed for errors. This will have a good chance of
detecting gross errors, although errors that are sensitive to the exact relationship between two asynchro-
nous signals will not be detected unless the randomly generated times for these signals happen to be in

the correct relationship.

3.3. Other State-Sequence Work

The Daisy timing verifier (CaL82] is similar to the SCALD timing verifier, but extends the number
of states by attaching one of three signal strengths to each of the seven SCALD states to analyze MOS

designs. In effect, this increases the number of states to 21.

An unusual technique combining breadth-first and depth-first search was developed by Muraoka et
al. in the ACTAS timing verifier [MIK85]. Block delays were specified as a min and max delay for both
rising and falling output transitions. They used a breadth-first SCALD-like algorithm to search for timing
errors. When an error was found, they would then use the information from the initial search to define

bounds for a limited depth-first search for the critical path that caused the error.

The issue of defining timing verifier states was addressed by Mezzalama et al. [MPV81], who
presented an analysis technique for automatically generating a large number of states, starting from a
user-selected set of basic values, each of which represents some combination of signal strength and value
(current/voltage combinations). They then combine these in various ways to express timing verifier
states in terms of unions of sequences of the basic states. For example, if the basic states are 1 and 0,
they could create a state that represents the union of states 0 and 010; the interpretation of this state is that
the signal starts and remains at 0, but may make an optional single transition to the 1 state in the middle
of this composite state, i.e., the signal has a possible hazard during this state. The difference between this
state and a state consisting solely of the sequence 010 is that the latter asserts that the signal does make
such a transition during this state. There are two additional states: G representing a signal that may make

more than a user-specified number of transitions, and U, the unknown state. The seven SCALD states
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can be built out of basic states 0 and 1, using sequences with no more than 1 transition:

0={0)
= (1)
R = {01}
F = {10}
s=(0) U (1)

C=(0)y 1}yl y{10 UG

U=U

(Note that the changing state does not require that the signal value change, it merely permits it.) They
give rules for combining these states in a SCALD-like timing verifier, using min-max delay
specifications. One of the advantages of their approach is that the system can automatically deduce the
rules for combining these timing verifier states for a given primitive, given the rules for combining the
basic states. Thus where SCALD requires a 7x7 table for each 2-input primitive element, their system
would only require the boolean truth table for the same element, and could derive the rest of the table
from the logic function. For example, given the truth table for AND, it would deduce that the AND of 0
and S was {0) {0}, or {0}, while the AND of 1and S was (0} (U (1}, or S. This ability in tum
allows them to expand the number of timing verificr states far beyond the seven available in SCALD,

which may provide more information about the actual legal transitions a signal may undergo.

The carlier work of Bosc and Szygenda [BoS77] was much more limited, calculating the rules for
combining states in two fixed simulation algebras (five state and nine state) from the boolean truth table
for a gate. Their work was oriented towards hazard detection in simulations, rather than timing

verification proper.
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4. SWITCH-LEVEL TIMING VERIFICATION

The growth of custom MOS chip development has led to the development of timing verifiers
oriented towards MOS designs, where the basic element being analyzed may be as small as an individual
transistor. Because MOS transistors basically act like switches, with a gate node that controls current
flow through the other two terminals, these timing verifiers are known as switch-level verifiers. Three
such switch-level timing verifiers are Crystal, TV, and LEADOUT. All three programs take a MOS
transistor netlist as their basic input, and analyze the delays between groups of transistors. Although
these programs are well-suited to analyzing complete MOS designs, their tight coupling with the MOS
transistor representation makes it difficult or impossible to analyze designs including incomplete or non-

MOS components, such as the surrounding circuitry on a board.

4.1. Crystal

Crystal [Ous83,Ous84] groups transistors into stages for purposes of timing verification. Although
this grouping could in principle be done in advance, Crystal constructs the stages dynamically during the
analysis. Stage construction starts at the gate of a transistor (the trigger transistor) and proceeds out-
wards from the source and drain nodes of that transistor, through any intermediate transistors that are
connected via source or drain, looking for attached gates of target transistors and sources of 1 or 0 (Vdd
or Gnd). A stage consists of those transistors in a direct source-to-drain path between a given target
wransistor and a source of 1 or 0, that either includes the original trigger transistor or connects 1o a weak
signal source opposite in polarity to a stronger signal source connected through the trigger transistor. The
former case represents the potential for the target to be driven to the source value when the trigger
transistor switches on, connecting the target and the signal source; the latter case represents the potential
for the target to be driven to the weak source value when the trigger transistor switches off, isolating the
stronger opposite source from the target. Figure 2-8 shows these two kinds of stages: one originating at
the Gnd node, passing through the trigger transistor and the transistor marked X to get to the target, and

the other being the weak path to Vdd that also passcs through transistor X to get 10 the target. If these
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transistors were later analyzed with transistor X as the trigger the same two stages would be found, but

now they would both be the first type of stage, activated when X turns on.

vdd
Stage 2

L

Target

A A4

Trigger

Stage 1

Figure 2-8: Crystal stages. There are two stages from the trigger transistor to the target, both passing
through the transistor marked X.

Crystal uses depth-first search with pruning to analyze a transistor network, starting from user-
specified input events. It calculates the delay for each stage on the fly as a single number, using one of
several different ways to compute the delay from the transistor structure [Ous84]. (Although Ousterhout
refers to these different computations as delay modcls, they are not delay models in the sense I use the
term here, but rather different coercions to convert a transistor structure into a single-number delay.) The
basis for these calculations is the Penfield-Rubenstein timing model for RC networks
[LiM84,PcR81,RPHS83]. Although this model calculates bounds on the possible delay through the net-
work, Crystal converts these bounds to a single number. Crystal assumes that the trigger transistor in
each stage is the last transistor to turn on (or off) and hence this is th event that will control the delay to
the target. Crystal keeps track of the direction of the transitions it is calculating, computing worst-case
times for rising and falling transitions scparately. In most cases, Crystal can determine the direction of

signal flow through each stage, though there are some structures, like barrel shifters, that give it trouble.
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In such cases, Crystal relies on user labels in the design to disambiguate the direction of signal flow (the

user would add these after analyzing the output from a previous run of Crystal).

4.1.1. ELogic with Crystal

ELogic is a switch-level simulator that models signal voltage levels by a user-selectable number of
discrete states [KKS84]. It models MOS devices by characterizing for each set of input and output states
which adjacent state (if any) the output will be driven to, and how long it will take to achieve that state.
ELogic has been used as a delay calculator for Crystal to compute the delays through each stage
[HKN86]. Unlike the usual Crystal delay models, this combination preserves not merely the single-
number time of a transition, but also the (discretized) waveform, which is then used as input to the next
stage. In this way, greater accuracy can be achieved than with the usual Crystal models, since MOS cir-

cuit delays tend to be sensitive to the shape of the input waveform.

A very similar implementation was outlined by Neto and Vidigal [NeV86]. Dagenais and Rumin
[DaR86] went one step further, computing min and max waveforms for both rising and falling transitions
based on the envelope of waveforms computed by a circuit simulator. They coupled this with a detailed

analysis of the series-parallel structure of each gate.

42. TV

TV [Jou83a,Jou83b, Jous4,Jou87], like Crystal, analyzes groups of transistors. Unlike Crystal, it
relies on breadth-first search, on direction-finding heuristics rather than user labels to find the direction of
signal flow through complicated transistor structures, and on algorithmic analysis of clock phase lengths
for transparent latches, rather than user specification. The breadth-first search is preceded by a quick
““predecessor counting’’ phase, which uses a classical depth-first search from known active inputs to
count the number of active predecessors to each node in a given phase. Any loops are broken in this
phase. Once the number of active predecessors is known for each node, the breadth-first delay computa-

tion can proceed, with each node that is evaluated checking each of its successors, and scheduling them
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for evaluation if it is the last of their predecessors needing evaluation.

4.3. LEADOUT

LEADOUT [Szy86] uses a unique interpretation of its timing graph: rather than just representing
individual points in the circuit, nodes in the graph represent specific transitions at those points, per clock
phase. Thus there would be one node representing a rising transition at some point “‘A”’ in phase 1, and
another distinct node representing a falling transition at A in the same phase. Arcs represent causal rela-
tions between these transitions. The program derives delay equations relating these transitions.
LEADOUT handles feedback loops by identifying strongly connected components* of the graph and
treating them as a unit for purposes of generating delay equations. For a fixed input clock schedule,
LEADOUT solves the equations by a relaxation algorithm. No procedure is given for solving these equa-

tions when the initial clock schedule is unknown,

4.4. Other Switch-Level Verifiers

Another switch-level verifier for MOS designs was developed at American Microsystems, Inc.

[NG81]. This program also used an asymmetric rise/fall model with single-number components.

5. OTHER TIMING VERIFIERS

One of the earliest efforts at timing verification was reported by Harrison and Olson [HaO71].
Unlike most subsequent timing verifiers, they were primarily concerned with avoiding races at the clock
inputs of flip-flops that could cause hazards at those inputs. They started at the clock input of the flip-
flop, and worked backwards through the network to the original clock. Delays were represented as a min
and a max, but the analysis could also be done in statistical terms. Paths were traced for both rising and

falling transitions, but it is not clear if different delays were used; the distinction may simply have

*A strongly connected component of a directed graph is one in which every node is reachable from every other node of the
component.
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affected which gates were traced back through (NANDs vs. NORs, etc.).

The NELTAS system [NST82,SYA81] used both min and max delays. It attempted to develop
simplified timing models of components for use in verifying higher levels. They were aided in this by the
clocking scheme used: apparently all storage elements were edge-triggered registers clocked by a single
clock. Thus register-to-register paths within a block could be deleted entirely and replaced with a con-
straint on the clock width. The primary analysis mode was depth-first search. Hitchcock [Hit82] thinks
the critical path mode was block-oriented (breadth-first), but Sasaki et al. [SYAS81] do not seem to have

stated this clearly one way or the other.

Another depth-first system was the Critical Path Delay Check System [KYC81]. This system used
asymmetric rise/fall delays which were probably single numbers, though there is one hint that statistical

information was used.

Another hierarchical system was described by Tamura, Ogawa and Nakano [TONS83]. This pro-
gram used a breadth-first search to generate rough timing information, and then used a depth-first algo-
rithm to refine the data in the vicinity of the critical path suggested by the breadth-first algorithm. This
program used an asymmetric rise-fall model.

Yet another hierarchical system was developed by Reddi and Chen at Sperry [ReC86]. This sys-
tem used both min-max and statistical descriptions for delay, though the paper does not describe how
they interacted. The TRACE timing verifier, developed by Bening et al. [BLAS2], used an asymmetric

min-max model for delay.

6. TIMING VERIFICATION WITH TRANSPARENT LATCHES

Transparent latches* complicate the timing verification of designs that include them. Edge-
triggered or master-slave storage clements interrupt the flow of data through them such that critical paths

will never extend through them. If all the storage elements in a design are of this type, we only need to

*A transparent laich is a storage element whose output changes directly in response to changes in its input during some

" state of its controlling clock (rather than waiting for some clock transition to occur).
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look at paths through combinational logic between storage elements. But with transparent latche‘s, criti-
cal paths can potentially extend over multiple cycles, passing through several intermediate latches at any
time during their respective open periods. The simplest solution is to ignore the nature of transparent
latches, treating them as if they were edge-triggered by the closing edge of the controlling clock. This is
a very conservative solution that prevents the logic designer from exploiting the existence of the tran-
sparent latch. Various other solutions to this problem have been adopted by the MOTIS timing verifier,

Crystal, TV, and SCAT. These solutions are discussed below.

6.1. MOTIS Timing Verification

The timing verifier incorporated in the MOTIS system [Agr82] shares many features with the
switch-level timing verifiers I discussed previously. It verifies MOS designs, it represents delays through
logic elements as a rising delay and a falling delay, both of which are single numbers, it allows multiple
non-overlapping clocks, and it analyzes paths extending through transparent latches for multiple clock
phases. In analyzing multiple-phase paths, it requires all clock edges to be fixed and specified with
respect to a normalized machine cycle. Thus the only parameter it varies is the length of the machine
cycle (actually it varies the clock frequency, the reciprocal of the cycle length) stretching or shrinking all
clock lengths and spacings uniformly with the cycle length. The program uses depth-first search to trace
all clocks forwards from user-specified origins, adding the delays for both initially rising and initially fal-
ling edges until it reaches a latch controlled by that clock. It identifies for each type of latch an opening
and closing edge in terms of the input clock signal. Transparent latches have different opening and clos-

ing edges; edge-triggered registers have opening and closing edges that are the same.

Once each latch has been marked with its opening and closing clock edges and the rising and fal-
ling skew (i.e., the total rising/falling delay) from the controlling clock to the latch, the main analysis can
begin. The program uses depth-first search from each clocked latch to examine all paths originating from
that point. Paths extend through transparent latches that are clocked by phases other than the clock phase

of the origin latch. Paths terminate when they hit an edge-triggered register, reach a user-specified scarch
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depth,* or hit a latch with the same closing clock edge as the original latch. This last restriction means
that no paths longer than one machine cycle are examined. This restriction does not appear to be vital to
the algorithm, and could probably be removed. Like the user-specified search depth, however, it appears

to have been introduced to limit the otherwise exponential run-time of the algorithm.

Each path discovered is considered to begin on the arrival of the closing edge of the original latch.
The arrival time of the signal at each intermediate latch is compared with the arrival of the opening and
closing edges at that latch (for an initially specified operating frequency). If the signal arrives before the
opening edge, it is replaced by the arrival time of the opening edge for the rest of the path. If the signal
arrives after the closing edge, it is considered an error. The program then re-analyzes the path for dif-
ferent clock frequencies, seeking the maximum frequency that does not cause the path to fail. After the
program analyzes all the paths it finds, the user can request a plot of the number of failing paths vs. clock

frequency.

This work has several limitations. The most serious is the limitation on the search depth, required
by the exponential nature of the algorithm. Unfortunately, this means that paths that go through a greater
number of logic levels than expected will not be discovered - yet if such paths exist, they are most likely
to be the critical paths in the design. Pcrhaps the user can identify the need to extend the search depth
from the output of the program, but this seems like a likely source of error in using the program. The
exponential nature of the algorithm and the repeated iterations to solve for the maximum operating fre-
quency of each path suggest that run time may become an issue. The results reported in the paper indi-
cate that run-times become excessive above a search depth of about 15 on a Harris computer and about
20 on a Cray. The assumption that all clocks scale perfecty with the cycle time may be excessively rigid
for many design environments. In spite of these limitations, the Agrawal algorithm [Agr82] is an impor-
tant seminal influence on the basic analysis algorithm of ATV, which overcomes most of these limita-

tions.

*The default limit is 15 logic levels
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6.2. Crystal

Crystal provides only loose support for analyzing designs that use transparent latches (also known
as level-sensitive latches). The user analyzes the design one clock phase at a time, specifying values for
all the inactive clocks in the current phase. As in case analysis, these are propagated through the design
as far as possible by logic simulation. The user then specifies the active clock or clocks for this phase as
an input, and the system computes the latest settling time for all nodes. All the activity associated with a
given clock edge is implicitly assumed to take place during that clock phase. If this is not the case, it is
up to the user to specify manually how much of this activity is to be allocated to the current phase, and

how much is to be carried over into the analysis of the next phase.

63. TV

TV also includes a ‘‘cycle borrowing”’ algorithm [Jou84, pp. 29-36] * that attempts to reduce the
cycle time of a design by exploiting the existence of transparent latches. Because critical paths can pass
through such latches in the middle of their open phase, the overall critical path need not arrive at all such
latches at the beginning of that phase. TV begins by computing the required cycle time if all latches were
edge-triggered registers where the critical path did need to arrive by the beginning of the phase, and then
attempts to reduce this cycle time by ‘‘borrowing’” time from adjacent cycles for the current critical path

or paths, pushing their arrival times into the open phase of the next consecutive transparent latches.

Figure 2-9, adapted from Jouppi’s thesis, illustrates the cycle borrowing algorithm. Figure 2-9a
shows the example to be studied, with delays for the arcs as shown. Figure 2-9b shows the result of the
initial analysis, assuming that all latches are cdge-triggered. Jouppi’s discussion assumes that the clock
duration and spacing must be the same for all three phases. Hence there is Sns of extra slack during

phase B, and 25ns of extra slack during phase C. Because the path from A to B determines the cycle

*The discussion of cycle borrowing in [Jou84] is difficult 1o follow. The example on p. 30, discussion in the main text, and
pseudo-code on p. 32 are mutually inconsistent, possibly due to multiple inadvertent typographical errors. The example I
give here (Figure 2-9) is based on Jouppi's example, but simplified and modified to conform to the discussion in his main
text. ’
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Figure 2-9: Cycle Borrowing. (a): Example with delays shown; (b): Initial cycle calculation; (c): After
borrowing from phase B; (d): Desired borrowing from phase C; (e): Feasible borrowing from phase C.
The cycle time is equal to the rising edge time for phase B in all cases.

length, the algorithm attempts to reduce the cycle length by borrowing slack from phase B. It takes the

Sns of slack from phase B and distributes it evenly over phases A and B, producing the schedule shown

in Figure 2-9c. Now the paths in phases A and B are both critical. The algorithm would like to borrow

the remaining 22.5ns of slack from phase C and distribute it to all three phases, producing the minimal
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clock schedule shown in Figure 2-9d. Unfortunately, this would require that the high phase of the clock
be lengthened to 15ns so the data can arrive at C by the falling edge of the clock, and the short path from
A to itself restricts the maximum clock length to 12ns so new data from this path is not latched until the
subsequent phase. Thus the best the algorithm can do, subject to this constraint, is to only borrow 18ns of

slack from phase C, producing the final optimal schedule shown in Figure 2-%e.

Jouppi observes that this algorithm has an exponential worst-case running time, as in general one
needs to borrow slack from multiple fanouts of each node, and this process can be recursive. To avoid
this cost, and because he observes that it is rare to borrow slack more than one clock cycle ahead, he uses
an approximation algorithm that only looks at cycle borrowing from the next adjacent cycle. In the
example of Figure 2-9, this approximation algorithm would stop after the first borrowing, yielding the
schedule shown in Figure 2-9¢c. (He notes that this example was constructed to be non-optimal for the

approximation algorithm).

6.4. SCAT

The SCAT timing verifier also includes an algorithm to solve for the minimum clock period for
paths that include multiple transparent latches. This algorithm assumes that all clocks have the same
width. It also does not appear to account for different clock skews to different latches, or to allow for any
underlap between consecutive clocks (i.e., it assumes that the falling edge of one clock occurs simultane-
ously with the rising edge of the next). For the example shown in Figure 2-10 (which is based on
Jouppi’s example), a clock period of 25ns will be computed by this algorithm, subject to these assump-
tions. This clock width is just sufficient for an event starting on the rising edge of clock A to get through
latch C before its clock falls. Note that any required underlaps will add to this period, since the clock
width cannot be shortened without either lengthening the period or causing the signal to miss the falling
edge at latch C. This solution would be unacceptable for Jouppi’s original problem, as the clock high

times were limited to 12ns.
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Figure 2-10: SCAT clock period computation. (a): Example with delays; (b): Computed clocks.

7. OTHER TIMING VERIFICATION ISSUES

Two other problems related to timing verification are how to verify designs that are too large to fit
in memory at one time, and how to detect possible false paths (other than by letting the user identify them

manually). Each of these is discussed briefly below.

7.1. Verifying Large Designs

One problem with verifying large systems is that the entire design may be too large to verify in a
single run. The usual solution, adopted by the SCALD timing verifier, is to require the uscr to partition
the system manually into units to be scparately verified, and to supply timing assertions about all the sig-

nals crossing unit boundarics. Frisiani and Roth [FrR80,FrR81,FrR83,RoF80], however, proposed a
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way to perform the analysis of paths between units (which they call T-units) automatically, only specify-
ing assertions for primary inputs and outputs of the overall system. The basic technique they used is to
verify each T-unit with whatever inputs had been specified or calculated to date, setting the arrival time
of all other inputs to ‘‘unknown.”” The system would then calculate times for all outputs that could be
calculated from the available information and move on to the next T-unit, iterating until the process con-

verged.

7.2. False Path Detection

Benkoski et al. [BMC87] have recently proposed a new approach to detecting and eliminating
““false paths,”” by attempting to sensitize the path. Unfortunately, not every non-statically-sensitizable
path is a false one,* hence their approach is flawed. The example in Figure 2-11 illustrates the problem.
The and-or-invert gate shown is being used as a mux. Suppose that inputs A and B are computed by
complicated logic functions that just happen to be identical. In that case, neither path from SEL to the
output will be statically sensitizable, since this would require that A and B assume different values.t
However, because of the different delay through the two paths (through/ not through the inverter), if A
and B are both high, there will be a momentary glitch in the output when SEL goes from high to low. If
the data were sampled during this glitch, it would be incorrect. Thus this is really a true path that must be

accounted for in computing system timing, even though it is not sensitizable.

*My thanks to Albert Wang for this observation. .

+In order to sensitize the upper path, A must be set 10 its non-controlling value of 1, but the lower input to the OR must
also be set 1o its non-controlling value of 0, which requires that B be set to 0. Similarly A must be set toO0and Bto 1 to
sensitize the lower path.
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Figure 2-11: The path from SEL to the output is not sensitizable if A=B, but it may still be critical.

8. SUMMARY

Previous timing verifiers have used many representations for time and delay. Times when events
occur have been represented as single numbers, as min-max ranges, as statistical descriptions (either
mean and standard deviation, or other probability distributions), and as electrical waveforms. Orthogo-
nally to this choice of representation, most representations have been used both directly and as separate
rise and fall times in different timing verifiers. Delays too have taken many forms; generally similar to
the representation used for time, but sometimes quite different (such as min-max delays in SCALD, or
transistor structures in the switch-level timing verifiers). Whatever the representation of time and delay
used, however, it has generally been built into the program at a deep level. Although a few programs
have offered both min-max and statistical represcntations, these have not generally been provided as
genuine alternatives. Rather, either one form has been coerced into the other for analysis (PERT) or one
has been used in a purely supplemental role, such as performing statistical computations on a few paths

identified through a min-max analysis.

None of the previous algorithms for analyzing clock phase lengths in the presence of transparent
latches arc fully satisfactory. They have exponential time complexity (MOTIS, TV), require extensive
manual intervention (Crystal), or restrict the potential degrees of freedom in the clock schedule (MOTIS,

SCAT).



37

In ATV, many representations can be expressed in terms of a single abstract model, allowing the
user to choose one of several different timing models to be plugged in to a common framework. A new
algorithm for transparent latch analysis is used that has polynomial time complexity (effectively linear in
the size of the graph), allows each clock phase length and underlap to vary independently, and (with the
addition of a subsequent linear programming step) will not require significant user intervention. The
abstract timing model and the implementation, including the analysis algorithm, will be presented in the

next two chapters.
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Chapter 3 - The Abstract Timing Model

1. THE ABSTRACT TIMING MODEL

The abstract timing model operates on a dependency graph derived from the logic design to be
verified, as shown in Figure 3-1. Each node in this directed graph is a logical node with no internal
delays -- if the interconnect delay between two or more points in the logic diagram is significant, each
such point must be modeled as a separate node in the dependency graph. Arcs run from each node to
those it can directly affect. Each arc may have an associated delay. The format used to represent delays

is defined by the particular timing model used.
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Figure 3-1: (a): Logic diagram. (b): Corresponding dependency graph.

This description of the abstract timing model leaves the precise details of how the dependency
graph and its associated delays are derived from the logic design free as an implementation issue. Thus
in Figure 1, if the wire labeled ‘‘D”” had a significant delay associated with it, there would be several
options for representing this delay in the graph. First, the entire delay could be included in the arc from
D to F, identifying node D with the beginning of the wire. Second, the entire delay could be included in
each of the arcs from A, B, and C to D, identifying node.D with the end of the wire. Third, the delay
could be split between these groups of arcs, identifying node D with a point along the wire. Fourth, node

D could be split into two nodes, D1 and D2, identified with opposite ends of the wire, thus allowing the
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interconnect delay to be represented explicitly in the graph by an arc from D1 to D2, rather than being
combined with gate delays. Finally, at the other extreme, if the internal structure between inputs A, B,
and C and node F is unimportant, this entire section of the graph could be reduced to three arcs, one from

each input to node F, eliminating node D from explicit consideration.

Most existing systems use one of three approaches to computing worst-case signal arrival times: a)
depth-first search without pruning, b) depth-first search with pruning, or ¢) breadth-first search with prun-
ing. Depth-first search without pruning, also known as path enumeration, traces all possible paths
through the graph, summing the total delay along each path. Depth-first search with pruning adds an
optimization: whenever a node is revisited in the course of the search, the new arrival time is only pro-
pagated to the child nodes if it is worse than the previous worst arrival time at that node. This approach
is used in Crystal [Ous85]. Both of these approaches can have exponential time complexity in the
number of circuit components, although the worst-case graphs do not often arise in practice. Breadth-
first search with pruning, also known as the block-oriented [Hit82] or critical path method [BLAS2],
requires an acyclic graph. Here a node is not evaluated until all of its possible predecessors have been
evaluated. The worst case arrival times from each predecessor produce a worst case time that is then pro-
pagated to the children of the node. This approach has linear time complexity. The complexity of these

algorithms does not depend on the specific timing model used.

The abstract timing model is based upon a) abstract event times, which are descriptions of when
events happen at nodes of the dependency graph, b) abstract delays, associated with arcs of the graph,
and c) four operations (discussed below) that are performed on event times: translating, delaying, merg-
ing, and comparing. An event time generally consists of some numbers describing when an event occurs
and the uncertainty (of various kinds) surrounding such an event, plus additional information that may
contribute to delay calculations. Such additional information may include information about the history
of the signal, allowing for non-local events to affect the delay of the signal. Alternatively, an event time

may consist of a stream of values, as in SCALD, where signals are described by a series of timing verifier

states, such as stable or changing [McW80a], and a time associated with each state that describes when
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the signal assumes that value. This representation may cause difficulties for the compare operation, and it

may be better to model such a series of values explicitly as a series of events.

Every timing model defines a minimum of four operations that apply to event-times in that model.

These are:
(1) translating an event-time forwards or backwards in time by some real number,
(2)  delaying an event-time by some delay along an arc of the timing graph,

(3) merging multiple event-times at a node to produce a ‘‘worst-case’’ event-time at that node (when

there are multiple inputs to the node), and

(4) comparing two event-times.

1.1. Translating

The translation operation takes an event-time {E } and shifts it in time by some real number ¢, pro-
ducing a new event-time {E }+¢. Unlike the delay operation, it does not transform the internal structure
of the event-time, and is always invertible (translating by —¢). Operations 2-4 above are all time-
invariant with respect to the translation operation: if the inputs to a series of delays, merges, and com-
parisons are all translated by the same amount, ¢, the result will be the same as performing the operations
on the untranslated inputs and then translating any output results by ¢. No such assertions can be made
about the generic delay operation: there exist reasonable examples of timing models for which these pro-
perties do not hold for the delay operation. Without the translation operation it would be difficult or
impossible to define critical paths and slacks in the general case, or to interpret constraints on events deep
within the timing graph in terms of the original inputs. Thus we decided to include translation in the fun-

damental operations of our abstract model.

The notation E +a, for scalar a and event time E, will be used to represent the translation of £ by
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1.2. Delaying

The generalized delaying operation takes an input event time, E;, and delays it by some delay D to
produce an output event time, E,. In discussions of the delaying operation, the subscripts i, o, and d
will refer to elements of the input time, output time, and delay, respectively. A notation often used for

this delay operation will be:
Eo =E,' ®D
This delay operation is left-associative:

E ®D,®D,2(E ®D,)®D,

The delaying operation is time-invariant with respect to the translation operation; we always have:
(E;+t) ®D=(E; ©D )+t
for any event time E;, delay D, and real number ¢t € R.

In principle, an abstract delay can be a pointer to almost anything (an arbitrary data structure, a
pointer into a transistor network, data mingled with executable code) as long as the delaying routine can
apply it to event times. Most timing models use a simple structure of numbers to describe delays. For
many models, the representation for delays is the same as for event times. Many previous authors who
worked with such models did not distinguish between the two concepts. Event times are associated with

the nodes of the dependency graph; delays with the arcs. The two representations need not be the same.

The general rule for timing models is that the type of the event-time determines the model to use.
Thus the delay operation for a given type of event-time will attempt to coerce whatever delay information
is available into the appropriate form. There may be more than one delay format specified for a given
arc. The general idea is to allow the delay to be specified in its natural form, and to use coercions to

obtain the format needed by a particular timing model.



1.3. Merging

The merge operation supports algorithms that include pruning. It applies when a node in the
dependency graph has two or more potentially active predecessors. It produces an event time describing
the “‘worst case’’ among its input event times. For single transitions, this means taking two or more
event times that could affect the output and producing an event time that describes the latest (or occasion-
ally the earliest) event that could affect the output. Sometimes we can do both at the same time (see dis-
cussion of min-max model). For simplicity, the effects of delay have been separated from the effects of
merging. This allows for different delays from each input to a given output, but does mean that each
delay is independent of what may be happening to other inputs. In this paper, the formal definition of the
merge operation is based on only two inputs. Merging of three or more inputs can be done two ata time,
as long as there is no dependency between inputs. If the merge operation is defined to be commutative
and associative, the order in which inputs are combined is irrelevant. In an actual system, the abstract
merge operation may be defined on an arbitrary number of inputs, allowing models to consider more
complex interactions between inpﬁts than pairwise combination would allow. The merge of several event

times will often be represented as M (E 1, E, ...).

1.4. Comparing

Delaying and merging produce a description of what is happening in the system over time. Com-
paring is the operation that tests the resulting timing behavior against constraints or expectations. Node
event times may be compared to each other directly (signal A must arrive before signal B), to each other
after some delay (such as checking set-up and hold times at latches), or to prior expectations (require-
ments on system outputs). In general, there are several possible relations that could hold between event

times:

The equal relation means that the two event times are identical.

= The fuzzy equal relation means that the two cvent times are equivalent within some user-specified

tolerance. It is used in the generic definition of critical inputs.
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< {E }<{E,} means that an event occurring at event time {E} is “*guaranteed’’ to occur before an
event occurring at event time {E,} (within the model-dependent interpretation of what

“‘guaranteed’’ means). If {E <{E}, then {E | }<{E}+t, for all 120.

IA

{E J<{E»} means that an event occurring at event time {E} is *‘guaranteed’’ to occur no later than
an event occurring at event time {E,} (within the model-dependent interpretation of what
“‘guaranteed’’ means). If {E,<(E,]}, then {E JE(E J+t, for all £20.

> {E }>{E,} means that an event occurring at event time {E,} is ‘‘guaranteed’’ to occur after an
event occurring at event time {E,} (within the model-dependent interpretation of what

“‘guaranteed’’ means). If {E >{E}, then {(E J>{E )}+t, for all 1<0.

> {E}={E,} means that an event occurring at event time {E} is ** guaranteed’’ to occur no sooner
than an event occurring at event time {E,} (within the model-dependent interpretation of what
““guaranteed’’ means). If {E>{E>}, then {E J2{E 3}+t, for all t<0.

Incomparable

Two event times are incomparable if no more specific relation holds between them.

Because many of the above relations overlap (e.g., < and <), it is not possible to ask for the unique
relation that holds between two event times. Instead, a function called Satisfies-p is defined, which tests
whether a specified relation holds between two different event times. The current implementation of
ATV really only requires the results <, >, Incomparable, and possibly =: the others are defined above for

completeness and for possible use by future versions of the program.

The above relations may be further extended by individual models, e.g., by adding an indication of

how likely one event time is to exceed another, for probabilistic models.

2. SINGLE-NUMBER TIMING MODEL

This is the first of many timing models to be discussed in detail. It has the simplest structure of all

the timing modcls to be discussed.
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2.1. Model Data Definitions

E=[t]
D=[d]
The time number represents the time at which an event happens. The delay number represents the

delay of a block. The notation E [¢] is used below to mean “‘the event time at time ¢,’” the notation D [d]

is used to mean *‘the delay with value d.”’

2.2. Translation Operation

The translation operation for single numbers is just real-number addition applied to the event times:

Ele)+t=E[e+t]

2.3. Delay Operation

The subscripts i, 0, and d refer to elements of the input time, output time, and delay, respectively.
The delay operation for single numbers is identical to the translation operation, except for the type of the

second operand (delay vs. real number).

Elel+D[d]=E [e+d]

2.4. Merge Operation

The definition of the merge operation is also straightforward for this model. The earliest time an
output transition can occur is the earlier of the input times; the latest an output transition can occur is the

latest of the input times:

t,=max(ty,t7)
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2.5. Compare Operation

The compare operation compares two event times, E, and E,. For this model, real number order-

ing is used on the respective event imes.

3. [MIN, MAX] TIMING MODELS

This is one of several families of timing models to be discussed in detail. All members of the
“min-max’’ family use the same mathematical structure for the timing model, but may differ in its

interpretation.

3.1. Model Data Definitions

T={min,, max,]

D =[miny, max,]

The time numbers represent the minimum and maximum times at which an event can happen. The

delay numbers represent the minimum and maximum delays of a block.

3.2. Delay Operation

The subscripts i, 0, and d refer to elements of the input time, output time, and delay, respectively.

The delay operation is defined in the expected way:

min, =min;+miny

max,=max;+maxy
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3.3. Merge Operation

The definition of the merge operation is also straightforward for this model. The earliest time an
output transition can occur is the earlier of the two minimum input times; the latest an output transition

can occur is the later of the two maximum input times:
min,=min(min,, min,)

max, =max(max,, maxz)

3.4. Compare Operation

The compare operation compares two event times, T, and T,. The proper definition of this opera-
tion is less obvious than the others. The description below defines two intervals to be comparable only if
they are either totally disjoint or completely equal. Thus as one interval shifts relative to another of equal
length, the result of the comparison will go through the sequence: <, incomparable, =, incomparable, >.

The resulting discontinuities are undesirable.

if max,<min,

= if min;=min, and max;=max;

compare(T,T2) =1 if min;>max,

incomparable otherwise
Another approach would be to define results < and 2, to cover comparisons that do not involve one

interval completely covering another. This avoids the above discontinuities, but extends the interpreta-

tion of the compare command in a way that may be modecl-dependent.

3.5. Data Interpretation

The usual interpretation of event times in the min-max model is that there are two underlying logic
states, 0 and 1, and a single logic threshold between them. The minimum represents the earliest time that

a node can make a transition between statcs; the maximum rcpresents the latest time. An alternate
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interpretation assumes that there are three logic states: 0, 1, and X, with two logic thresholds. Signals
going from one stable state (0 or 1) to the other must pass through the intermediate X state first. In this
interpretation, the minimum represents the earliest time that the node may make a transition from a stable
state to the X state if a transition is going to occur; the maximum represents the latest time that the node
can make a transition out of the X state into one of the two stable states. A pictorial representation of the

two interpretations is given in Figure 3-2.

.71
-~ 4 thI
N " th
ATN T~ _ - th
// \\ ”’_ 0 0
min max min max
(a) (b)

Figure 3-2: Interpretations of event times in the min-max model. Solid lines and shaded areas are bar-
riers the signal may not cross. (a): two-state interpretation; (b): three-state interpretation

Both interpretations produce the same desired mathematical structure for the delaying, merging,
and comparing operations; hence both are equally valid interpretations of the model. However, the delay
values computed for a particular logic block under the two interpretations will be different and will
depend on the choice of logic thresholds. The two-state interpretation is a degenerate case of the three-

state interpretation, where thy=tho=th.

3.6. An Example: Deriving Delays for an Inverter

How are the delay parameters for this model derived from underlying circuit simulation data? As
an example, consider deriving delay parameters for a single inverter from SPICE [NaP73] simulation
data in the above three-state interpretation. The uncertainty to be modeled is the uncertainty about the
initial logic state and the input waveform. For simplicity, we will assume that there is no uncertainty

about the device parameters, the output loading, or the internal structure of the inverter. To modecl these
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uncertainties as well, we would make best-case (fastest response) assumptions when calculating the

minimum delay, and worst-case (slowest response) assumptions when calculating the maximum.

Since the initial and final states of the inverter are unknown, we compute the delay separately for a
rising output and a falling output. These delays will either be merged together to form the overall delay,
or maintained separately for asymmetric models as discussed in Section 7. Only the case of a falling out-
put will be considered here; the other case is similar. To keep the modeling effort reasonable, we set the
input event time to (0, 0), and determine the range of output event times generated by all possible inputs
that meet the input event time specifications. The extremes of the range of output times are the min and
max values for the delay. Figure 3-3 shows the input waveforms producing the minimum and maximum

delays for the falling output case and the corresponding min/max bounds.

min delay input

min max min max
max delay input
(a) (b)

Figure 3-3: Diagrams of input and output signals for an inverter with a falling output. Three-state in-
terpretation of (a): Input event time; (b): Output event time.
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Table 3-1:

Inverter Delay Bounds for Different Logic Thresholds (ns)
Thresholds (v) Rising Output Falling Output
tho thy miny maxy miny maxy

2.19 2.20 2 805 1 1065

2.1 23 26 353 5 372
1.5 3.5 50 218 8 60
1.0 4.0 29 212 6 50

0.5 4.5 9 269 4 51

0.25 4.75 1 333 2 73

Table 3-1 shows some SPICE results for the delays of an nMOS inverter with different logic thres-
holds. The inversion point was at 2.1965 volts. For a two state model no time bounds can be determined,
since the input signal could cross the inverter threshold infinitely slowly, producing infinite delay in the
output. The three-state model forces the signal to cross the inverter threshold with explicit margins. As
these margins increase, the observed delays get shorter. However as th, and thg approach the potentials
of the supply voltages, the max delay increases again, because the output signal will only asymptotically

approach the supply line voltages.

It is apparent from the table that the minimum and maximum delays are at least an order of magni-
tude apart. Uncertainty about device parameters, output loading, or internal structure of the inverter
would only increase this difference even further. Without making more restrictive assumptions about the
possible shapes of input waveforms, the min-max model will not yield better than an order of magnitude

estimate of the delays along some path.

4. [MEAN, STANDARD DEVIATION] TIMING MODELS

Although the min-max model may suffice if only gross bounds on uncertainty are known or
desired, a brobabilistic model is more appropriate if more detailed information is available about the dis-
tribution of delays within their possible range. If two numbers must suffice to represent such a distribu-
tion, the mean and standard deviation are generally chosen, because they have properties that are
independent of the actual distribution. Most previous work [Hit82, KiC66] has assumed that delays and

event times are normally distributed. Members of this family of timing models have a common delay
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operation, but may have different merge and compare operations.

4.1. Model Data Definitions

T=(u,, o)

D=(}‘ld7 Gd)

Both event times and delays are represented statistically by a mean, U, and a standard deviation, o.
In addition, different models may have various global parameters. A model like that used in the TA pro-
gram [Hit82] has three global parameters. The first parameter, [, represents the desired confidence level
for merge and compare operations. It is the number of standard deviations away from the mean used to
characterize the distribution. Thus when B=3, distributions are merged and compared based on their 3-
sigma points. This parameter is strictly non-negative. The second parameter, p, specifies whether
minimal length paths (p=—1) or maximal length paths (p=1) are being examined. The third parameter, p,

is an assumed correlation between delays. For the two-number models, p can only have the values O or 1.

4.2. Delay Operation
For all probabilistic models,
o=l +Hg.
If all delays have correlation p, the standard deviation of an event time along a path is given by:

0,=N02+2p5,0,+02,

where s; is the sum of all standard deviations along the path up to the input event time. This would lead

1o a three number model with event times being modeled as

T=(\,, 0, 5;)-

In two special cases, the s, term may be dispensed with: when p=0, where the value of s, is irrelevant,

and when p=1, where 5,=0,. For these cascs, we have the simpler form:
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0,=NoH2p0; G4+G 1.

This form is used for two number models.

4.3. Compare Operation

The TA-like model performs comparisons based on one point in each distribution (often a 3-sigma
point).
if py+p Boy < patp for

if py+p oy = pytp fo,
if wi+p oy > atp fo

A

compare(T,Ty) =

v

With this definition, comparing is simple to evaluate, but differs from the intuitive notion of comparison
described in Section 2.3. For example, for p=3 and p=1, the distribution (0.0, 2.0) will be reported as
““greater’’ than the distribution (5.9999, 0.0), even though a random point drawn from the first distribu-
tion has more than a 99% probability of being less than a random point drawn from the second. This
definition also implicitly assumes that the distributions are normal. A more general definition of com-
parison would be that one distribution is greater than another if with some probability ¢ (the desired
confidence level), a number randomly drawn from the first is greater than a number randomly drawn from

the second. This definition allows distributions other than the normal distribution to be used.

4.4. Merge Operation

In the TA-like model, the merge operation chooses one of the two input event times based on the

type of path scarch and on the results of a comparison between the event times:

Tl lle 2T2aﬂdp =1 or lle .<_T2andp =-1
merge(T. TD={ 1 ifT <T,andp =1 or if T;>T,and p =1
There are several difficulties with this definition of the merge operation. First, small changes in

one input can produce large discontinuitics in the output. For example, for =3 and p=1, the merge of

(0.0,2.0) with (5.9999, 0.0) is (0.0, 2.0), but the merge of (0.0, 2.0) with (6.0001, 0.0} is (6.0001, 0.0).



Here a small change in the mean of one distribution results in a major change in both the mean and stan-
dard deviation of the result. Given two distributions such as those in Figure 3-4, either one could be the

merged result, depending on the choice of comparison points.

3-sigma points

——

.
-
-
—

Figure 3-4: Two input distributions to be merged or compared.

Another problem is that this definition of the merge operation does not accurately describe the dis-
tribution of the ‘‘worst-case’’ input merge time. The worst-case distribution (for maximal length paths)
is the distribution of the maximum of two random variables, one drawn from each input distribution.
This problem was discussed by Shelly and Tryon [ShT83], who described the difference between the 3-
sigma point computed by T.A. and the d-point (the point whose cumulative distribution is equal to that of
the 3-sigma point of a normal distribution, .9986501) of the actual distribution. The method for calculat-

ing the d-point of the actual distribution is described in [BCS84].

Because the maximum of two normal distributions is typically not normal, there are several ways
to compute the mean and standard deviation of the implied normal distribution representing the merged
event time. One approach is to compute the mean and standard deviation of the actual distribution.
Another approach is to compute the ‘‘best fitting” normal distribution. A third approach is to constrain
the result so that the 3-sigma point of this distribution is equal to the d-point of the actual distribution, and
select among all such distributions as in one of the two previous approaches. Tables 3-2 to 3-4 (which
are extensions of tables presented in Shelly and Tryon) compare the results of the three approaches

described above (called ““moments,”” “‘best fit,”” and “‘d-point,” respectively) with the results given by
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the simple TA model. Table 3-2 shows how the maximum is affected by the number of input distribu-

tions: it shows the results of merging n identical independent input distributions together, for values of n

ranging from 1 to 15. Table 3-3 shows how the maximum is affected by the correlation between distribu-

tions: it shows how the merge of two identical input distributions is affected as the correlation between

them ranges from 0.0 (independent distributions) to 1.0 (perfectly correlated). Table 3-4 shows how the

maximum is affected by the skew between distributions: it shows how the merge varies for two indepen-

dent input distributions with the same standard deviation with six different time offsets ranging from 0.0

to 1.0 standard deviations.

Table 3-2: Distribution of max of n N(0,1) Independent Random Variables
n w (] 3¢ point Fit Index method
0.000 1.000 3.000 1.000 TA approx.
1 0.000 1.000 3.000 1.000 best fit
0.000 1.000 3.000 1.000 moments
3.000 d-point
0.000 1.000 3.000 750 TA approx.
2 0.535 0.819 2.991 987 best fit
0.564 0.826 3.041 982 moments
3.205 d-point
0.000 1.000 3.000 616 TA approx.
3 0.803 0.739 3.020 980 best fit
0.846 0.748 3.090 973 moments
3.320 d-point
0.000 1.000 3.000 528 TA approx.
4 0.982 0.692 3.059 975 best fit
1.029 0.701 3.133 966 moments
3,399 d-point
0.000 1.000 3.000 465 TA approx.
5 1.107 0.657 3.077 972 best fit
1.162 0.669 3.170 962 moments
3.460 d-point
0.000 1.000 3.000 .303 TA approx.
10 1.474 0.574 3.196 962 best fit
1.538 0.587 3.299 948 moments
3.642 d-point
0.000 1.000 3.000 231 TA approx.
15 1.666 0.524 3.238 957 best fit
1.735 0.549 3.382 941 moments
3.745 d-point




Table 3-3: Distribution of max of 2 N(0,1) Correlated Random Variables

p 1} 4] 3¢ point Fit Index method
0.000 1.000 3.000 750 TA approx.
0.0 0.535 0.819 2.991 987 best fit
0.564 0.826 3.041 982 moments
3.205 d-point
0.000 1.000 3.000 782 TA approx.
0.2 0.486 0.861 3.067 992 best fit
0.504 0.863 3.095 989 moments
3.204 d-point
0.000 1.000 3.000 816 TA approx.
0.4 0.425 0.898 3.118 995 best fit
0.437 0.809 3.135 949 moments
3.202 d-point
0.000 1.000 3.000 .853 TA approx.
0.6 0.350 0.934 3.152 998 best fit
0.356 0.873 3.159 967 moments
3.193 d-point
0.000 1.000 3.000 .898 TA approx.
0.8 0.250 0.968 3.152 999 best fit
0.252 0.968 3.155 999 moments
3.166 d-point

54
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Table 3-4: Distribution of max of a N(0,1) and an N(DIFF,1) Random Variable
DIFF 1} a 30 point Fit Index method
0.000 1.000 3.000 0.750 TA approx.
0.0 0.535 0.819 2.991 0.987 best fit
0.564 0.826 3.041 0.982 moments
3.205 d-point
0.200 1.000 3.200 0.789 TA approx.
0.2 0.640 0.821 3.102 0.987 best fit
0.670 0.828 3.153 0.982 moments
3.321 d-point
0.400 1.000 3.400 0.823 TA approx.
0.4 0.755 0.826 3.233 0.986 best fit
0.786 0.834 3.289 0.981 moments
3.466 d-point
0.600 1.000 3.600 0.854 TA approx.
0.6 0.876 0.838 3.389 0.985 best fit
0914 0.844 3.447 0.979 moments
3.633 d-point
0.800 1.000 3.800 0.882 TA approx.
0.8 1.015 0.850 3.566 0.983 best fit
1.052 0.857 3.624 0.978 moments
' 3.816 d-point
1.000 1.000 4.000 0.905 TA approx.
1.0 1.156 0.866 3.755 0.982 best fit
1.199 0.872 3.815 0.977 moments
4.007 d-point

Only the 3-sigma point is given for the d-point method, because this is really a family of methods
with the common property that the 3-sigma point is equal to the d-point of the exact distribution. The fit
index is the area of overlap between the density function of the true distribution and the density function
of the approximation. It ranges from 0 (for no overlap at all) to 1 (for a perfect fit). This is the function
maximized by the best fit method. Both the mean and standard deviation of the TA approximation differ
significantly from those of the actual distribution (shown by the moments method), but the direction of
the errors differ, so they tend to cancel out in the computation of the 3-sigma point. In Table 3-4, the 3-
sigma point of the TA approximation is often closer to the d-point of the actual distribution than either
the best fit or the moments approximations, but this is not true in general (compare Tables 3-2 and 3-3,

for example).

Although the TA approach introduces significant distortions, it is easier to work with than any of

the other approaches. Both the basic merge operation and local slack computation along sub-critical
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paths are easier to compute in the TA model. Because the TA approach effectively reduces distributions
to a single point for merging and comparing, it is easy to compute local slack as the difference between
two event times. In the more accurate approaches, both input event times influence the final result
(except when one event time is much larger than the other). Thus it is more difficult to compute slack in

these cases. This will be discussed more fully in the section on slack and critical paths.

4.5. Data Interpretation

The interpretation of the delays is similar to the 3-level interpretation of the [min, max] model.
The delay is the time measured from when the input enters its final state to when the output enters its final

state.

To derive accurate parameters for the statistical model, the user can either rely on measurements of
actual designs, or on monte-carlo simulation. In the former case, the user would start with a sufficiently
large number of blocks similar to the one being modeled, and compute statistics. In the latter, the user
would start with assumed distributions for the underlying parameters, and then run a series of simulations

with parameters chosen at random from these distributions.

4.6. Correlation Classes

In general, to add two normal distributions together, we need to know the correlation between

them. The general rules are:
Ha+p=HatHs
2 2 2
OA+8=C4+2040pPas 03,
where p4p is the correlation between A and B. This expression generalizes like a multinomial expansion,
n
thus if X=Yx;, lt; is the mean of x;, 0; is the standard deviation of x;, and p;; is the correlation between

i=l

x; and x;, then

Hx =2 M

i=1
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G)%=Z ZO’,’ij“j, O

where of course, p;=1 for all i. Thus if we knew the correlation between any two delays in a path, we

could calculate the overall standard deviation along that path.

Now it is clearly impractical to specify a correlation between every pair of delays in a given
design, since there are O (n?) such pairs, where n is the number of delays. To reduce the number of
correlations that have to be specified, we define a fixed number of correlation classes. A correlation
coefficient is specified for each pair of correlation classes; if the correlation between classes A and B is
pag » then for any pair of delays with one a member of class A and the other a member of class B, pap is
the correlation between this pair of delays. Note that pss need not be 1; however, it is still true that the
correlation between a delay and itself is still 1. This is the one exception to the rule about correlations

between delays. The correlation matrix is symmetric: Pap=pga-

Depending on the number of correlation classes we choose, we can have everything between a glo-
bal correlation for all delays (only one correlation class) at one extreme, tO individual correlations
between all delays at the other extreme (a correlation class for every delay). Most applications will

define just a few correlation classes, corresponding, say, to individual chips or regions on a chip.

Now in this correlation class model, the individual x;’s correspond to the individual delays along a
path, while random variables such as X and Y correspond to event times that are summing the individual
delays along that path. In order to define the delay operation for these correlation classes, we need to first
derive the standard deviation of the sum of n x;’s (the output event time) in terms of the standard devia-
tion of the sum of the first n—1 x;’s (the input event time), the standard deviation of the x, (the delay),
and some miscellaneous cross terms (other information that also needs to be attached to the input event

time).

Because the correlation of any x; with itself is 1, and all other correlations are symmetric, equation

I can be rewritten:

n n-1 n
G§=ZG,‘2+ Z E 20"6][:),! _ (II)

i=1 i=l j=i+l
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k n
If Y=Yx; and Z= ¥ x; represent a partition of the sum of the random variables x; into the first
i=l i=k+1

and the remaining n—& , then equation II can be regrouped to refer only to the standard deviations of each

partition plus the cross terms between the partitions:

k n
o#=0}.z=0f+07+Y, Y 20,0;p;;. (11D)
i1 jok+l
In particular, when k=n-1 (s0 Z=x,):
n-1
0#=07,7=0§+0,+ Y, 20,0, Pin- av)

i=1

Now if there are a total of m correlation classes, C through C,,, and C (i) represents the correlation class

of x;, then we can regroup the last set of terms to collect terms from the same correlation class together:

m
2_ 2 2.2
Ox=01.z=07+0,+2, Y, 20;CaPciC(n) %)
1=l xeC
1<€i<n

m
2, 2
=0y+0,+23 20, Pc.C(n) 3 Gi,
1=1 xeC
1<€i<n

where pc,c(n) is the correlation between correlation class [ and the correlation class of x,. Now of is the
variance of the input event time, and o2 is the variance of the delay, so equation (V) demonstrates that in
order to perform the delay operation, all we need is the standard deviation of the input event time
together with a term for each correlation class consisting of the sum of the standard deviations of all the
constituent delays that fall in that class. Using T; to represent this sum for correlation class i, we can now

define the correlation class model.

4.6.1. Model Data Definitions

E=(t,,C., T . Tm)

D=(u4,04:k)
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Both event times and delays are represented statistically by a mean, L, and a standard deviation, ©.
Event times have m terms for the m correlation classes; delays have one variable k, 1<k <m, the index of
the correlation class for this delay. There isam by m correlation matrix, p;;. Other global parameters

are the same as for the simple mean, standard deviation model.

4.6.2. Translation Operation

As in the simple mean, standard deviation model, the translation operation just adds the translation

amount to the mean of the event time:

Mo =H+t

4.6.3. Delay Operation
Mo =i +Hg-

m
2 2 2
Cy=0;+2) P TiCa+0d

i=1
o k=T 1t04
o Ti=T%is ik,

where ,1; is the ith cross-term of the output event time, T; is the ith cross-term of the input event time,

and k is the index of the correlation class of the delay.

4.6.4. Compare Operation

The compare operation is like that of the TA-like model.
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4.6.5. Merge Operation

The merge operation is like that of the TA-like model.

4.7. Weighted Discrete Probability Distribution

Roland Steck has proposed yet another probabilistic model that combines features of the min-max
model and the probabilistic models {GSS86, Ste85]. He proposes a two point discrete probability distri-
bution for delays, characterized by three numbers: a minimum value, a, a maximum value, b, and a pro-
bability p. The interpretation is that the delay takes the value b with probability p, and takes the value a
with probability g=1-p. The variables a, b, and p are themselves derived from the more usual min, typ-
ical, and max by taking a and b to be the min and max, respectively, and deriving p from these values

together with the typical value, m, via the linear interpolation formula:

p= b-a

(i.e., p is chosen to keep the mean of the resulting distribution equal to the specified typical value, m).

When adding two delays (which corresponds to my delaying operation), the mean and standard
deviation are calculated for both input delays. With the input delay components subscripted by 1 and 2,
and the output result components subscripted by s, Steck gives the following equations for calculating

the appropriate parameters for the sum [Ste85]:
mg=m;+m,
a, =m, +s{a+a,—my)
by =m, + s{b+by-my),
where the “‘shrink factor’’ s referred to above is calculated from the following equations:
of = (by-my)m-a,)
07 = (by-ma)my-ay)

o Of+03+2p12010;

(o 1+C‘"2)2
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Steck inverts the signs of the right-hand sides of the first two equations above, but this would imply a
negative variance, since @, Sm;<b;. Since -1<ppp<1 and o, 6,>0, the right-hand side of the last
equation above takes on its maximum value when p;,=1, and its minimum value when p1z=-1. Hence:

2
0,—C
<(1 2)<2

2
(61+02) (c1+00)

2—’

A

s0 0<s <1. Intuitively, Steck is first computing a;, m,, and b as if this were a pure min-max model,
with an implied correlation of 1 (s=1), and then shrinking a, and b, towards m; so as to preserve m; as
the mean, but make the standard deviation o, equal to the standard deviation under a mean, standard-
deviation model when the correlation is in fact pi2.

Steck gives some additional equations for the calculation of the statistical maximum of two such
distributions (corresponding to my merge operation).

Steck’s equations for merging (@, b1, p1) and (a>, b, p2), in the case where b;>b; (the other case

is symmetrical), fall into three sub-cases.

Case I (by<a,):
a,,=a,
my=m;
b,=b,
Case II (bp>a, and a<a;):
Am=a,

Mp=m+q1pa(ba—a,)

bm=b1

Case III (b,>a, and a,>a,):

a,=0a;
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Mp=mi+q(mz—a)

bm=b1

Steck does not seem to discuss the equivalent of my comparison operation, though there are several
ways this could be done (i.e., use the comparison from the min-max model, or the TA-based model, or
some appropriate combination of the two). The translation operation for the twopoint model should be

self-evident.

5. ARBITRARY PROBABILITY DISTRIBUTIONS

Normal distributions are only reasonable approximations to delay and event times if the underlying
expected distribution is unimodal (note that this is not a sufficient condition). However, there are cir-
cumstances when this is not an appropriate assumption. For example, suppose that we are trying to
model the delay through a yet-to-be-designed adder circuit, and that there are two competing designs,
corresponding to two different carry-bypass schemes. We expect one scheme to have an average delay
of around 15ns, and the other to have an average delay around 25ns. If part of the uncertainty we are try-
ing to model is the design uncertainty about which design will be chosen, it would obviously be inap-
propriate to model this with a single normal delay with mean 20ns: the true probability distribution is
bimodal, with peaks at 15 and 25ns whose relative heights are weighted by the probability of choosing
one design vs. the other. For such purposes, it might be useful to be able to model delays and event times
with arbitrary probability distributions. This section describes such a model, where both delays and event
times are represented as arbitrary probability density functions, assumed independent. Such a model
could be implemented on top of a symbolic math manipulation system such as MACSYMA [MACT77], or
based on some numerical discrete approximation representation. The basic equations would also hold for
specific subsets, such as piecewise polynomial density functions, provided that such a subset is closed
under the following operations, or under some approximation of these operations. Choosing the subset

consisting of normal distributions, with appropriate approximations to provide closure, yields the more



advanced mean-standard-deviation model discussed earlier.

5.1. Model Data Definitions

E=[f ()]
D=[8(¢)]
The function f (¢) is the density function of the event time, with corresponding distribution func-
t
tion F (t)=Lf (x)dx. F(t) is the probability that the corresponding event occurs on or before time /.

The delay function 8(¢) is the density function of the delay through an arc, with corresponding distribu-

t
tion function A(t)=L8(x) dx. A(1) is the probability that the delay through the arc is <t.

5.2. Translation QOperation

Elf Ol+a=Elf, (), f.()=f (t~a)

5.3. Delay Operation

For the delay operation, we want the density function of e, =e;+d , where e; is a random variable from the
input event time distribution, and d is a random variable from the delay distribution. This density func-

tion is given by a convolution of the density functions for the input event time and delay:

F @) ®8(0)=]_f ()8-x)dx

5.4. Merge Operation

For long-path merges, E,=M (E,E,) is the density of the random variable e, =max(e, €2). This

is readily calculated via the distribution functions:

F,, (1)=Prob(e <t & e 5t)



=F1(¢)F 2(t),

because of the assumption that the two event time distributions are independent. Therefore
d
F (=2 F A O9F o0)
t
=f 1 ()F 2 )+F (1 )of 1)

The equations for short-path merges are analogous: here E,, =M (E {,E7) is the density of the ran-

dom variable e, =min(e ,e). Again, this can be calculated via the distribution functions:
F,, (t)=Prob(e <t ve<t)
=F (¢ 1+F o )=F (£ )oF 2(¢),

because of the assumption that the two event time distributions are independent. Therefore
d
fm(t )=E;F {(EHF (8 )—F ((1)oF 2(1)

=f 10 Hf 20)=F 1()F 2(OFF 1(1)ef 2(¢)

=f 1t Y(1-F () +(1=F 1(£))of o)

5.5. Compare Operation

The compare operation compares two event times, £, and E,. For this model, one distribution is
considered greater than another if with some probability ¢ (the desired confidence level), a number ran-

domly drawn from the first is greater than a number randomly drawn from the second. More formally:

E\<E, if and only if [_f o()oF (1) drc.
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5.5.1. Examples

For one example of the above equation, let E; and E; both be the uniform distribution on the inter-
val [0,1]. Inwitively, since the two distributions are the same and the distribution functions F; are con-
tinuous, the probability that a point drawn from the first is 2 a point drawn from the second must be .5, by

symmetry and the fact that the probability the two points are equal is 0. Working through the equations,

we have:
1if 0<<1
Fr=F 2= 0 otherwise
0ift <0
Fi()=F o (t)=4 ¢t if 0<e<1
l1ift>1
So:

. 1
[ semr s de=f1 =] =1

as expected. So E<E, (and symmetrically) if and only if ¢<.5 (which is quite low for a confidence

level).

A more interesting case has E | as above, but E; is the uniform distribution on the interval [0.5,1.5].

Then:

- ) 1 1.5
[_f 2eF (0 dt=jol.5t dt+L1 5dt=-t21| o t| | =375+5=875,

So in this case, we have E<E, with a higher confidence level.

6. [TIME, SLOPE] TIMING MODELS

The delay of a given circuit may be strongly affected by the strength of the input signal. This
observation suggests a third family of two-number models, where one number is used to represent the

time of an event, and the other number describes the signal strength of the associated event. Experience



66

with Crystal [Ous84] suggests that the slope of the input signal can be used for improved delay estimates.
The model presented here is one example of what such a timing model might look like when restricted to

a two-number model.

6.1. Model Data Definitions

T=(t,r)

D=(A,K)

This model represents event times as ¢, a time when an input voltage is presumed to reach some
midpoint, e.g., the switching threshold, and r, the rise time required for the signal to go from “OFF”’ to
““ON’’ (thus r=0 would represent a step input). This rise time is the reciprocal of the input slope. Practi-
cal measures for this rise time may be the 10% to 90% rise time or the absolute value of the reciprocal
slope at the midpoint. Delays also have two parts: a) The attenuation, A , is the reciprocal of an assumed
gain. It multiplies the input rise time. b) K is the RC time constant to which this presumed input is being
applied (See Figure 3-5). As in the previous model, there is a global path search variable, p, equal to 1 if

maximal length paths are being examined, and equal to -1 if minimal length paths are being examined.

6.2. Delay Operation

The following discussion computes the output event time as the time at which the output signal
crosses the geometric midpoint, and the reciprocal slope at that point. To delay the event T;=(¢;, r;) by a

delay D =(A, K), first form:
r=Ar,-

To simplify computation, we translate the input time, f; t0 the origin, solve for the output time in these
coordinates, t« , and then translate back to get the actual output time, £, . The output rise time, 7, , is com-

puted directly, as it is not sensitive (o the time translation. There are four cases in solving for f:
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r=.Ar ;
< 4» K rou
L : R ‘. Output
L NNN
K=RC . C

Figure 3-5: Delay operation for [time, slope] model

Case I: 7=0 [step function].
=K In2

ro=

Case II: K=0 [no load].

r,=r
Case III: r>0, but t« >r (as computed below). [input fast compared to output].

riK _

r,=2K

Case IV: t.<r (as computed above). {input slow compared to output]. In this case, we have an

equation to be solved for t., rather than a closed form:

- r
te+Ke "’K=K+5
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Finally, we translate back to get ¢,:

1
{, =t "H"—ET

6.3. Compare Operation

In this model, the comparison of two event times is primarily based on the relation between their

time components. The rise times only come into play when the times are equal within practical margins.

ift;<tqorifty=t,andry<r,

A

compare(TlvTZ)= iftlztzandrlzrz

\

ift1>t20r ift1:t2andrl>r2

6.4. Merge Operation
As in the TA-like statistical model, the merge operation chooses one of the two input event times

based on the type of path search being done and the results of a comparison between the two event times:

T, ifT,2T,andp =1 or if T{<Trandp =-1
merge(T1, T =47, if T, < T,andp =1 or if T, > Toand p =1

6.5. Data Interpretation
This model was designed to describe small blocks, such as single stages in Crystal. The time con-
stant, K, can be estimated for such blocks using some of the simpler Crystal models. The attenuation, A,

describes the block’s sensitivity to the shape of the input waveform.
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6.6. Inverter Chain Example

One of the principal motivations for the [time, slope] model is to capture the effects of various
drive strengths. As a test case, I studied the response of several chains of 10 nMOS inverters to a falling
step input. The 10 inverters were paired into 5 stages, with each stage modeled by a single [time, slope]
delay. Chains were composed of two types of stages: small load stages (where a 1pf load was added to
the outputs of each of the inverters in the stage), and large load stages (where a 10pf load was used
instead). A total of 5 chains were studied. Using the letter S to stand for a small load stage, and L to
stand for a large load stage, these five chains can be represented as: 1) SSSSS (all small loads), 2) LSSSS
(large load first), 3) SSLSS (large load in middle), 4) SSSSL (large load last), and 5) LLLLL (all large
loads). Parameters for the small and large delays were derived by fitting the SPICE results from the
SSSSS and LLLLL chains for individual stage delays. These parameters were: (A = 0.2, K = 230ns) for

the small load stages, and (A = 0.2, K = 2300ns) for the large load stages.

Table 3-5 shows the results of using these parameters to model the LSSSS and SSLSS chains.
These two chains are the best for observing the effects of variation in drive strength, because they each
have a small stage immediately following a large stage. This stage (stage 2 for the LSSSS chain, stage 4
for the SSLSS chain) is driven more weakly than any of the other small stages, and hence has a longer
delay. Table 3-5 shows how the [time, slope] model does reflect this effect for this stage. (The SPICE
data also shows a slight ‘‘rebound effect’”’ in the immediately following stage, which has a shorter delay
than any of the others. This effect is not captured by the [time, slope] model at this level; perhaps it

would be more accurately reflected if each inverter was modcled separately.)



Table 3-5: Delays at Each Stage (Midpoint-Midpoint, ns)
Stage LSSSS Chain SSLSS Chain
Actual Delay  Modeled | Actual Delay  Modeled

(SPICE) Delay (SPICE) Delay
1 1540 1590 150 160
2 230 220 160 160
3 140 170 1530 1590
4 160 160 240 220
5 160 160 140 170

7. ASYMMETRIC RISE AND FALL TIMES
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Now that we have seen several basic timing models, we will consider how such models can be

extended to represent asymmetric rise and fall times. All timing models can be extended in exactly the

same way. In general, any timing model using m numbers to represent event times and n numbers to

represent delays can be extended to a model with asymmetric rise and fall times. 2m numbers are then

used to represent event times for rising and falling edges, while delays use 2n numbers to represent the

delays for both cases and a flag which indicates how the signal polarity changes. Thus the two-number

models discussed previously are extended to models with 4 numbers for event times and 5 numbers for

delays. This extension is based on Hitchcock’s observation [Hit82, HSC82] that analysis of worst-case

arrival times only requires knowledge of the signal inversion properties of each block and its rising and

falling delays, by maintaining separate values for rising and falling times and delays.

In the discussion below, data types and operations in the extended model are shown in bold type,

while italic type is used for the underlying model. Starting with a timing model including event times E

and delays D, we form times and delays for the asymmetric extension as:

Ez(Er’Ef)

D=(D,,D;,v),

where v is a flag with three possible values: inverting, non-inverting, or unknown. These values

correspond to Bening’s [BLA82] positive unate, negative unate, and non-unate behavior, respectively. A

delay is inverting if any output transition must be opposite in direction from the input transition that
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caused it, non-inverting if it must be in the same direction, and unknown if it could be either. Thus for
boolean gates, AND and OR would have non-inverting delays, NOT, NAND and NOR would have
inverting delays, and XOR would have unknown delays. Rising and falling delays are associated with

output transitions of the indicated direction.
The delay, merge, and compare operations are defined in terms of the operations in the underlying
model. For non-inverting delays,
Delay(E, D) = (Delay (E,, D,), Delay(Ey, Dy )).
For inverting delays,
Delay(E, D) = (Delay (Es, D, ), Delay (E,, Dy)).

Unknown delays are computed as the Merge of the two delay calculations above.

The Merge operation is defined as:
Merge(E,, Ey) = (Merge (1, E,»), Merge (Ef1, Ef2)).

When Compare (E,, E,2) and Compare (Ey, Ef,) yield the same result, Compare(E,, E,) is defined to
be that result. If the two comparisons produce incompatible results, the overall event times are incompar-

able.

8. MORE COMPLEX ABSTRACT OPERATIONS

In addition to the basic operations defined above, other operations are usually implemented in each
model to improve efficiency. Some of these are necessary operations that could, in principle, be syn-
thesized out of the basic operations if they were not supplied. Others represent optional optimizations
that do not affect the correctness of results, but do improve the efficiency of the program when they are

provided.

Satisfy_constraint takes two event-times, {E .} and (E,}, and returns the minimum translation
amount ¢ such that {E.} <{E,J+t (see Figure 3-6a). The semantics of < then guarantce that

{E |} S{Ep}+s, for any s >t. Merge_with_slacks performs a merge on its input event-times, and also
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returns the local slack for each input. The local slack of an input is the amount by which it could be
translated in the direction of the merge (positively for long-path merges, negatively for short-path
merges) before it becomes critical to its successor (see Figure 3-6b). In principle, satisfy_constraint
could be synthesized out of the translation and comparison operations, and merge_with_slacks out of the
merge, translation, and comparison operations, by trying various translations (e.g., by binary search) until

the condition holds, but most models will be able to calculate the desired value more directly.

(@) (b)

Figure 3-6: (a): Satisfy_constraint; (b): Merge_with_slacks

Sum-delays takes two dclays and tries to compute a delay that will have the same effect as applying
each of the input delays in series, based on an assumed default timing model for the particular delay for-
mat. This function is used to simplify the graph where possible. However not every model can define
this operation, and the resulting delay is not guaranteed to produce the same effect as the original delays
when used with timing models other than the assumed default. The application of sum-delays to graph

simplification will be discussed in more detail in Chapter 4.

8.1. Critical Path Analysis and Slacks
One of the most important functions of a timing verifier is to identify critical paths in a design.
These are the paths which need to be improved to speed up the design. A critical path from an event at

some node is a succession of preceding events, each of which is critical to its successor. To use this
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definition, we need to be able to identify which of several inputs to a merge is critical to its successor.

Intuitively, an input is critical to a merge if the result of the merge depends on that input. Every

merge must have some critical input (it may have more than one).

There are several intuitive definitions of critical inputs that are perfectly good for one or more
models, but fail in general. One attempt would be to define a critical input as one that would alter the
output of the merge if it were omitted. This fails for the single-number model when all inputs to a merge
are equal: under this definition, there would be no critical input. A second attempt would be to define a
critical input as one that is equal to the output of the merge. This succeeds for models that merge by
selecting among their inputs, but fails for models where the output of a merge is a combination of the
inputs, such as the more complex mean & standard deviation model. A third attempt would say that an
input a to a long-path merge is critical if there is no other input b to that merge such that a <b. This
works for the above two cases, but fails for the min-max model when a=(3, 15) and b=(7, 10). Here the
two inputs are incomparable, so both would be critical under this definition, but it is clear that the output

of the merge is just @ - input b is unimportant to the result.

The general definition of critical inputs used in the Abstract Timing Model is based on the transla-
tion and comparison operations. The intuitive idea is that if you "wiggle" an input to the merge and the
output wiggles in response, the input was critical; otherwise not. More formally, we say that an event

time E; is critical to a long-path merge if we do not find that:
Merge(E, ... E;, ... Ep)=Merge(E, ..., Ei €, v En),

for some small €>0 (e.g., a minimum time step). Sirhilarly, for short-path merges, the wiggle is in the

other direction, so the test is that we do not have:
Merge(E,,....E; ... E)=Merge(E y, ....E;—¢€,....E,).
Given the definition of critical inputs, we can now define slack for all inputs: the local slack of an

input is the amount by which it could be translated in the direction of the merge (positively for long-path

merges, negatively for short-path merges) before it becomes critical to its successor. From this definition,
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it is clear that critical inputs have zero local slack.

The global slack of an event with respect 1o some overall constraint or final destination, is just the
minimum sum of local slacks from that event to the ultimate destination. From this, it is apparent that

"nodes on an overall critical path will have zero global slack.

8.1.1. Merge-with-slacks

Although I have defined slack in terms of critical inputs to a merge, it is evident from the preceding
discussion that one can reverse this direction: if you know the local slack for each input to a merge, you
can derive the critical paths from this by looking for local slacks equal to zero. This is the way ATV
actually implements critical paths. Instead of the bare merge operation, most models supply a variant
called merge-with-slacks, which returns both the merged event time and a list of local slacks in the
merge, one for each input. If not supplied in a given model, this operation could be synthesized from the
merge, translation, and comparison operations, but it would be inefficient to do so in general. By storing
the local slack information with each event, along with the input events that formed it, the program can
derive the global slacks to a system output or overall constraint by doing a shortest-path search in the
backwards direction, using the local slacks as the distances between nodes. The n shortest paths back to
source events (those with no predecessors) will identify the most critical and near-critical paths to the

output.

8.2. Delay Format Coercion

As described previously, the type of the input cvent time to the delaying operation determines the
type of delay used, if more than one is available. In addition, the type of delay necessary for a given
cvent time may not be directly available. Both of these issues are addressed through a coercion mechan-
ism for delay formats. Each event time format knows what type of delay it requires, and its implementa-
tion of the delaying operation attempts to coerce whatever delay is supplied into the required format. If

multiple delay formats are available, they are collected into a special class of delay called a delay-union,
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which can be coerced into any of its member classes or to any class they in turn can be coerced into. The
user can control what coercions are to be allowed by only loading coercion methods corresponding to the

allowable coercions between delay formats.

Often the supplied delay information on data sheets and the like do not correspond exactly to the
required form. For example, a data sheet may supply only nominal and worst-case delay information,
when we want min-max or mean and standard deviation. Often what has happened in the past is that the
person developing a library of timing descriptions from these data sheets derives estimated values of the
missing parameters from the supplied information, and enters it directly into the library definition, from
which it is subsequently trcated as gospel. For example, given a nominal delay of 10 and a max of 15,
the library designer might assume that the nominal was halfway between max and min, and enter a
minimum delay of 5, which might or might not correspond to the actual minimum délay of the part.
Entering this number as the minimum delay would leave no record in the library of how this minimum

delay was derived.

The coercion mechanism in ATV offers a better solution to this problem. A delay format can be
defined that corresponds to the actual information available from the source, and other formats can be
derived from this by supplying appropriate coercions. In the above example, a nominal-worst case delay
format could be defined with parameters n and w, and a coercion to min-max supplied that takes w as
the max, and computes the min as the greater of zero and 2*n—w (i.e., the min is chosen to make n the
average of min and max, except when this would make the min delay less than zero). This has the advan-
tage that assumptions about derived numbers are made explicit, and if these assumptions are later

changed, only the coercion needs to be changed, not every library definition.
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Chapter 4 - Implementation of an Abstract Timing Verifier

1. ATV EXTENSIONS

ATV extends the notion of a timing graph developed in the last chapter. In ATV, arcs come in two
flavors: ordinary arcs, corresponding to pure combinational elements, which always transmit data, and
gated arcs, corresponding to sequential elements, which are controlled by some clock node, and only
transmit data when the clock node is in the appropriate state (see Figure 4-1). Both types of arcs can
have delays attached to them, which specify how an event time at the tail of the arc is transformed into
the consequent event time at the head of the arc. Although specific logic functions are not represented in
the graph (since the timing verifier is generally only concerned with the stable/changing behavior of sig-
nals), arcs do have an arc type attached, which specifies the inverting properties of the arc. This arc type
can have one of three values: INVERTING, NON-INVERTING, or UNKNOWN. These are the same as
the types of delays in the asymmetric rise-fall model, and if such a delay is present, the delay-type will be
used as the default for the arc type. An arc is inverting if any output transition must be opposite in direc-
tion to the input transition that caused it, non-inverting if it must be in the same direction, and unknown if

it could be either.

{D} {D}
(E} /" NJE}  {(E] oo,/\ (E ]

(a) (b) .
‘% Clock Node

Figure 4-1: (a): Ordinary arc. (b): Gated arc.

Gated arcs act as if they had a small gate at the tail of the arc, controlled by the specified clock
node. They only transmit data when the gate is open. Such arcs have both opening and closing edges
specified from the sct {R, F}. The gate is open from the time the specified opening edge occurs at the

clock node until the specified closing edge occurs (which may be the same edge). If the opening and
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closing edges are the same, the arc exhibits edge-triggered behavior; otherwise it exhibits level-sensitive

behavior.

Thus a level-sensitive transparent latch open when the clock node is high would be modeled with a
gated arc with OPEN=R, CLOSE=F, while a rising-edge triggered register would be modeled with a
gated arc with OPEN=R, CLOSE=R. Clocks are distributed over ordinary arcs from user-specified origin
nodes. For now, clocks must be distributed over pure fan-out trees from the origin nodes. If necessary,
clock enable signals should be handled specially. In Figure 1 of the last chapter, signal G was a clock
enable signal modeled by eliminating any direct arcs from it to the clock line, and instead establishing
constraints between it and clock node H that will force G to be stable whenever H is high. A typical tim-

ing graph is shown in Figure 4-2.

Constraint

CLK3

CLK1

Figure 4-2: Typical timing graph.

1.1. Types of Analysis

There are several types of analysis possible with ATV. The piece of the timing graph being
analyzed may involve purcly combinational logic, or it may include sequential elements. If it includes
sequential clements, the clock schedule may be known or unknown initially. To support analyses where
the clock schedule is not known in advance, ATV supports the idea of multiple reference frames. Events

in one reference frame have a known relationship to one another, but different reference frames have
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different origins, which may have an unknown relationship to each other. One of the objectives of
clock-phase length analysis is to determine what relationships must hold between the different reference

frames.

1.2. Clock Edge Graphsin ATV

Regardless of how events are allocated to individual reference frames, ATV assumes that the gen-
eral sequence of clock edges is known. This qualitative sequence is used to order the events being pro-
cessed by the program, so that events associated with earlier clock edges can be processed before events
associated with later clock edges. This sequence of clock edges is initially specified in the form of a
clock graph, a (generally cyclic) directed graph which has a node for each clock edge during some user-

defined machine cycle, and directed arcs from each clock edge to its direct successors.

In setting up for the analysis, this machine cycle is repeated a user-specified number of times to
form the unrolled graph, a directed acyclic graph which has a distinct node for every clock edge in every
machine cycle. This graph defines a partial order on individual clock events which will be observed by
the program during the analysis. These graphs are completely distinct from the timing graph: they pro-
vide sequencing information only. Events must still be defined on the timing graph to define the actual

arrival times and reference frames for the actual clock events.

An example showing the clock graph and unrolled graph for a simple 2-phase non-overlapped

clock sequence is shown in Figure 4-3.

More complex clocking schemes involving overlapping clocks and partially asynchronous edges
are also possible. For example, Figure 4-4 shows a clock ordering in which clk1 goes high twice per
cycle, and clk2 goes high in between the first and second time that clk1 goes high. There is an additional
clock, clk3, which goes low between the first and second occurrence of clk1. The rising edge of ¢lk2 and
the falling edge of clk3 are asynchronous with respect to each other, but both occur before either of the
following edges. Finally, there is an additional clock, clk4, which only goes low in between the alternate

instances of clk1 going high. Figurc 4-5 shows the corresponding Clock Graph.
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(b)

(a)

o - E- )G

Figure 4-3: (a) Clock Schedule; (b) Corresponding Clock Graph; (c) Unrolled Graph for Two Machine
Cycles.

Machine Cycle

SR B
I

CLK1

CLK2

CLK3

CLK4

Figure 4-4: A more complex clock sequence.

It is also possible o define some clock events as aliases for others. For example, in the previous
example, instead of clk2 rising and clk3 falling being separate events which are asynchronous with
respect to each other, they could be defined as aliases, in which case they are regarded as occurring at the

same time for purposes of scquencing.
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CLK1-A%R

CLK1-A%F

H%FI | cLr27R |
L >

v

CLK1-B%R

CLK1-B%F

CLK4%F

CLK4%R

Figure 4-5: The Clock Graph corresponding to the sequence shown in Figure 44.
1.3. Event Representation
Events in ATV consist of:

1: A type of edge, one of {R, F, CH-S, or S-CH} (i.e., rising, falling, changing-to-stable, or stable-to-

changing). This defines what happened.
2:  Aneventtime. This defines when it happened.

3 A reference frame. This defines a symbolic origin for the event time. It is possible to have events
from several different reference frames whose origins are (initially) unknown relative to each

other.

4: The last clock edge known to have occurred. This provides a coarse synchronization mechanism,
which acts as a heuristic filter to restrict attention to interactions between events that occur close
enough to be of concern. For example, we do not want to check a set-up constraint between a

clock edge and the arrival of a data item that will not be generated until after the clock edge
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arrives.
5: A list of predecessor events that gave rise to this event: to search for critical paths.
6:  Alistof slacks for those events.

7. The node or arc this event is associated with. This allows a critical path to be reported to the user.

1.4. Constraints

In general, a constraint specifies a comparison (<,2) required to hold between event-times of
specified events (specified by edges) at two nodes of the timing graph. It includes a translation which is
applied to the second event-time before the comparison is expected to hold. For example, an edge-
triggered register with a set-up time of 3 and a hold time of 5 could have the set-up constraint specified

as: .

(constraint ‘d ‘ch-s ‘<= ‘clk ‘r -3)

(i.e. D ,_<CLKg-3), and hold constraint:

(constraint ’d "s-ch ’>= ’clk ‘r +5)

(i.e., Dy_4, 2CLK R +5).

In general, a constraint only applies between two events if their last-clock-edges occur in the order
specified by the comparison. Thus the sct-up constraint above would only compare data ch-s edges with
a last clock edge on or before the particular rising edge being compared against. An escape mechanism
is provided so that this restriction can be either widened or narrowed, to include different last-clock-

edges.



2. DERIVING THE GRAPH

Input to ATV can come from either of two sources: the timing graph can be derived from blocks
with delay descriptions in the Oct database [HMS86], or the timing graph can be entered directly (which
provides a hook for input from other sources). The following sections discuss the derivation of timing

graphs from Oct library descriptions.

2.1. Specifying Models for Library Cells

A timing graph description of a block in Oct is specified as a set of arcs and a set of constraints.
Both arcs and constraints operate between terminal groups: groups of zero or more terminals that actas a
unit for purposes of timing verification (e.g., all 8 output terminals of an 8-bit latch could be considered
identical). Terminal groups with zero terminals correspond to internal points of the timing graph descrip-

tion. Delays are specified as expressions attached to arcs, 1 per representation.

2.2, Merging the Graph

To get input from an Oct description of a design, the Oct description is first flattened down to the
level of cells that have active timing graph descriptions. Next, an interface program called oct2atv is
run, which extracts the timing graph representations of the flattened cells and glues them together into an
overall timing graph (see Figure 4-6). This interface program has no knowledge of the particular delay

models in use: delays are specified as expressions to be evaluated (in Lisp) by ATV.

The interface program glues the timing graph together by adding arcs corresponding to the nets that
connect terminals of the individual blocks. All such arcs have NONINVERTING arc-type. By default,
these net arcs are given null delays, corresponding to the assumption that the block delays include the
associated interconnect delays. However, this default can be replaced with other defaults, or with indivi-
dual arcs specified for cach piece of interconnect. It is possible for each of these arcs to be specified indi-
vidually. A modeling program could go through and inscrt each such arc individually. More general

modeling of interconnect requires delays that can be parameterized in terms of variables such as net
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FLATTENER
)

"OCT2ATV ATV

Figure 4-6: Interface from the Oct database: the design view is first flattened and then run through the
interface program OCT2ATYV to produce input to ATV.

length, which will be discussed in the next section.

2.3. Parameterizable Delays

Because delays are modeled with gencral Lisp expressions, they may include variables. The
difficulty is how to provide a general mechanism for supplying values for these variables. In the model
definition, there could be defined a set of needed Oct properties: the interface program could look for
these properties on the attached net and pins of the net, sum them, and supply them as an evaluation con-
text to ATV, so that when the delay expressions are evaluated, these parameters are bound to the

appropriate values.

There are two principle difficulties with this approach: the resulting expressions require a Lisp
interpreter (or subset) to evaluate them, which makes them difficult for other programs not written in Lisp
to read, and the mechanism of variable substitution by a summed expression is not sufficiently powerful
to capture all the possible forms of parameterization one might want. In particular, one might want fairly

complex rules for deriving dclays from the propertics to be found in the database, rules of the form: if the
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geometry of the net is completely specified, use rulel; if not, but it is partially specified, use rule 2; if no
geometry is specified but net length estimates are available, use rule 3; and if no net length estimates are
available, use the fan-out to estimate them via rule 4. The individual rules here could be much more than
just simple parameter evaluations; they could be based on the entire topology of the net, such as modeling

the net as a distributed RC-tree.

The best way to obtain this flexibility might be to integrate ATV more tightly with Oct, and make
the rules for deriving delays part of the model definitions in ATV, giving the model routines direct access
to the data from the Oct database: this, however, has the disadvantage of making the model definitions

much more complex and making it more difficult to bring in input from non-Oct sources.

3. IMPLEMENTATION IN PORTABLE COMMON LOOPS

The implementation of an abstract timing verifier poses some special problems. Because the
models are intended to be user-extensible, the range of possible types assumed by time and delays is
unbounded and not known at the time most of the code is compiled. Consider the problem of defining the
asymmetric-rise-fall-time model, where the components of delays and event times are themselves delays
and event times in some other model: the fundamental operations of translation, delay, etc., are all
defined in terms of the same operations in the component model, whatever that may be. Thus the code
for delay must somehow know how to invoke the right delay operation for the component model based
on the types of the component event times — types which may not even be defined at the time the code
for the asymmetric-rise-fall delay opcration is compiled. Such a problem seems to call for the facilities
provided by object-oriented languages, where individual objects carry with them the information about

how to perform operations on them.

Our ATV prototype is implemented in Portable Common Loops {BKKS86), an object-oriented
extension to Common Lisp [Ste84]. ATV makes use of two of the fundamental features provided by
object-oriented systems such as PCL: polymorphic function calls — many functions with the same name

but different argument types are loaded together, with the actual function called determined from the
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run-time type of the arguments — and inheritance — new classes (i.e., types) can be defined from pre-
existing classes, inheriting any methods (functions) defined on the pre-existing class. Unlike many other
object-oriented systems, PCL allows methods to be selected based on the type of more than one argument
(multi-methods). PCL was chosen over other object-oriented systems because (1): its method invocation
syntax is identical to ordinary function calls, (2): it allows the user to write specialized versions of exist-
ing functions that apply to specified classes, and (3): it allows methods to be selected based on the type of

more than one argument.

Delays and event-time definitions in ATV are PCL classes. They are based on two generic classes
called abstract-delay and abstract-event-time, respectively, which supply default behavior for most
functions. New representations can be loaded as needed, and will co-exist with the predefined represen-
tations. These representations can be based on existing representations. For example, many of the
mean-standard deviation models discussed in the last chapter share certain operations, such as translation.
Thus new mean-standard deviation models can be based on the simple mean-standard deviation model,

with only those operations that differ redcfined.

One example of the use of multi-methods is the delay operation. As described previously, the type
of the input event time to the delaying operation determines the type of delay used, if more than one is
available. In addition, the type of delay necessary for a given event time may not be directly available.
Both of these issues are addressed through a coercion mechanism for delay formats. Each event time for-
mat knows what type of delay it requires, and its implcmentation of the delaying operation attempts to
coerce whatever delay is supplied into the required format. If multiple delay formats are available, they
are collected into a special class of dclay called a delay-union, which can be coerced into any of its
member classes or to any class they in turn can be coerced into. The user can control what coercions are
to be allowed by only loading coercion methods corresponding to the allowable coercions between delay

formats.

The standard methods implementing the dclay operation are specialized on the class of the event-

time argument, and take any abstract-dclay as the dclay argument (which will subsequently be coerced



86

into the appropriate type). For example, here is the delay method for the single number model:

(defmethod delay ((e single-number-et) (d abstract-delay))
(let ((dl (coerce-meth d ’single-number-delay)))

(make-single-number—-et :num (+ (num e) (num di)))))

The first line defines delay as a function of two arguments, e and d, and defines this code as the method to
be invoked when the first argument is a single-number event-time and the second is any abstract delay.
The second line coerces d to the single-number delay format, setting the temporary variable d1 to the
result of the coercion. The third line computes the result of the delay operation for this case. Any user-
defined delay class based on abstract-delay will inherit this method whenever the first argument is a

single-number event-time.

Other event time classes define the delay operation similarly. Thus the min-max delay definition

starts:

(defmethod delay ((e min-max-et) (d abstract-delay))

(let ((dl (coerce-meth d ‘min-max-delay)))

and the mean-standard deviation delay definition starts:

(defmethod delay ((e mean-stdDevl-et) (d abstract-delay))

(let ((dl (coerce-meth d 'mean-stdDev-delay)))

and if the user wishes to define a new event time class called foo-et that takes delays of the type bar-

delay, the definition of the foo-et class would include a delay method that would start:

(defmethod delay ((e foo=-et) (d abstract-delay))

(let ((dl (coerce-meth d ’‘bar-delay)))
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which could then be loaded along with all the other delay method definitions, to be invoked whenever the

first argument to delay was a foo-et and the second was any abstract delay.

In all the above cases, the selection of which delay method to run is primarily based on the class of
the first argument. There are, however, a few cases where we want the delay operation to do something
special. For example, it is useful to be able to define a special type of delay, called a null-delay, that
always passes its input event-time through unchanged. Null-delays are used for arcs that only serve to
connect other components of the graph, without contributing delays. For example, arcs corresponding to
interconnect between blocks when the interconnect delays have already been incorporated into the block
delays can be modeled with null delays. One way to implement this would be to have every delay
method check to see if the second argument was a null-delay, but it is much simpler to add a new null-

delay class and define a new method:

(defmethod delay ((e abstract-event-time) (d null-delay)})

e)

Because null-delay is defined as a separate class that is not a subclass of abstract-delay (unlike other
delay classes), none of the other delay methods will apply when the second argument is a null-delay, so
this method will override other delay methods when the second argument is a null-delay. (Note: this can
be implemented more simply by using the PCL feature of specializing methods to individual instances,
once this feature becomes available in PCL.) Any user-defined event-time model that is a subclass of

abstract-event-time will automatically inherit this behavior, as desired.

The above idea can be extended to allow for coercion between types of event times, by defining
special delay classes that will perform the coercions when they are involved in a delay operation. This
could be used to verify a sub-circuit using a different timing model than used in the surrounding circuit,
by making all incoming arcs (o the sub-circuit coerce the input event times to the model used in the sub-
circuit, and having all outgoing arcs from the sub-circuit perform the inverse coercion. For example, a
designer might want to verify a MOS chip using a different timing model than that used for the surround-

ing TTL circuitry on a board.
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Note how these examples exploit PCL’s ability to discriminate on mére than one argument for
method selection: in some cases we are discriminating primarily on the class of the first argument, but in
these latter cases, we are discriminating primarily on the class of the second argument. This feature
would not be available in a “‘pure”’ (message-based) object-oriented system, where methods can only

discriminate on the class of the receiver of a message (i.e., the first argument of a function).

4. BASIC ALGORITHM - TIMING VERIFICATION AND TRANSPARENT LATCHES

Transparent latches complicate the timing verification of designs that include them. Edge-triggered
or master-slave storage elements interrupt the flow of data through them such that critical paths will never
extend through them. If all the storage elements in a design are of this type, we only need to look at paths
through combinational logic between storage elements. But with transparent latches, critical paths can
potentially extend over multiple cycles, passing through several intermediate latches at any time during
their respective open periods.

Previous timing verifiers have attempted to address this problem in various ways. Crystal [Ous85]
operates one clock phase at a time, relying on the user to specify how available time should be split
between phases. Jouppi’s TV program [Jou84] rclics on “‘cycle borrowing” to shift available time
between consecutive clock phases. Glesner et al.[GSS86] describe an algebraic approach that can
analyze paths extending over multiple machine cycles assuming that all clock phases have the same
width. LEADOUT [Szy86] creates a serics of cquations relating all events in the networks by their
respective delays derived from a dependency graph between events (not nodes, as in ATV); no procedure

is given for solving these equations when the initial clock schedule is unknown.

In contrast, ATV examines all paths up to a user-specificd number of machine cycles in length,
allows clock phases to have non-uniform widths, allows for more complex clocking schemes than just p
non-overlapped clock phases per machine cycle, and allows all, some, or none of the original clock

schedule to be prespecified by the user.
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Events in ATV include:

A signal_edge (RISE, FALL, CH-ST, or ST-CH),
an event_time (with model dependent values),
areference_frame, and

the last_clock_edge known to have occurred.

The basic idea of the clock-phase length analysis is that the user will initially specify each clock

edge whose position is to be calculated in its own reference frame (with arbitrary origin). Clock edges

whose positions are known relative to each other will share a reference frame. There is some set of trans-

lations:

X=(-xl,x2’ e »xn)

from each of these reference frames to the underlying "real” reference frame.

ATV computes bounds on the differences between pairs of translations:

X —Xj Zb,‘j

Such bounds could subsequently be solved as a linear program together with any other required con-

straints, to solve for the actual set of translations.

4.1. Specification of Clock Edge Event Times

To sct up for the analysis, the user specifies:

The extent of the analysis (number of cycles, sequence of clock edges, which cycles initiate

events).
An input event for each clock edge over the period of the analysis.
Input events for system inputs (cach in the reference frame of some clock edge).

Output rcquirements specified as constraints between a system output and some clock edge.
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4.2. Performing the Analysis

Consider the sample circuit shown in Figure 4-7, where latch L is a transparent latch, and the other
storage elements are edge-triggered registers. For simplicity, assume we are using the single-number
model, with delays as indicated, and that all setup and hold times are zero. Initially we assume that each
clock edge occurs in its own reference frame at time 0. In preprocessing, the program traces forward
from each clock origin node to determine what clock origin controls each gated arc and which phase of
that clock opens the arc (by counting inversions along the clock distribution network). Thus it will mark
arc B-C as controlled by CLK1, opening on its falling edge. Because it is important to be able to identify
the controlling phase of each gated arc, special rules apply to the clock distribution network. Clocks
must be distributed over pure fan-out trees with known inversion properties (i.e., no unknown arcs) from
the clock origin nodes. Clock enable signals are handled specially as described earlier. This requirement
is reasonable for most design styles, except for clock generation circuitry (before the clock origins),

which must be handled separately.

Figure 4-7: Transparent laich example. (a): Logic Diagram (L is the transparent latch), (b): Timing
Graph, (c): Clock Schedule.

ATV proceeds in a series of phases, one for each clock edge in: the unrolled clock graph, in an

order compatible with the partial order defined by this graph. In each phase it initiates events starting in
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this phase and propagates them thrc;ugh the network together with any other events waiting for this phase
to occur before they can proceed. Each phase begins with Jouppi’s predecessor counting [Jou84], a quick
depth-first search to determine how many predecessors of each node are active in the current phase. It
also detects and breaks any unclocked loops that may be found. Then the subsequent pass that actually
calculates the events knows when all the active predecessors to a given node have been processed, so the

node itself can be scheduled.

Thus in phase 0 (CLK1 rising), predecessor counting will note that node C has only one active
predecessor (node G); thus it can be evaluated as soon as node G has been evaluated. Each node is then
evaluated in a breadth-first manner as soon as all of its predecessors have been evaluated. The

last_clock_edge of each event is equal to the phase in which it is calculated.

When a clock event reaches a clock node that gates some arc, it will initiate both a ST-CH and a
CH-ST event on that arc with the same event-time as the arrival at the clock node.* This represents the
(brief) possible transition at the opening clock edge if the input of the arc has previously reached a value
different from the output. Clock events after the first machine cycle are typically disabled from initiating
such events, as no new violations or constraints will be discovered unless the user is performing case
analysis (selectively disabling impossible paths) in the first cycle. This prevents the same path from
being identified as the critical path limiting phil rising in cycle O to phi2 falling in cycle 1, phil rising in
cycle 1 to phi2 falling in cycle 2 and also phil rising in cycle 2 to phi2 falling in cycle 3. Events with the
same last_clock_edge, edge_type, and rcference_frame at a given node are merged together (CH-ST
events merge for longest paths, ST-CH events merge for shortest paths). When events arrive at the input
to a transparent-latch arc (i.e., with different opening and closing edges) that is open in the current phase,
they propagate through the arc. If the arc is not currently open, they wait for the next phase that.opens

this arc, and update their last_clock_edges as they pass through. Relevant events calculated for the first

*One of the few cases where ATV cannot be completely blind to the actual model in use occurs here. If the event time at
the clock node is an asymmetric rise-fall time, only one of the two components actually applies to the current event,
corresponding o the clock edge (rising or falling) occurring at the clock node. In this case, ATV needs to extract the
relevant component of the event time, create a new event-lime with both components equal to this relevant component, and
use this new event time for both the ST-CH and CH-ST events.



five phases of the example from Figure 4-7 are shown in Table 4-1 below.

Table 4-1: Selected Events from Transparent Latch Example
Phase Node  Edge Event-Time Reference Frame From
0 CLK1 R 0 0 -
1 R 3 0 CILK1
H F 2 0 CLK1
G R 1 0 CLK1
C CH-ST 9 0 G
C ST-CH 9 0 G

1 ClK1 F 0 1 -
I F 3 1 CLK1
H R 2 1 CLK1
G F 1 1 CLK1
C CH-ST 7 1 H
C ST-CH 7 1 H

2 CLK2 R 0 2 -
D CH-ST 8 2 CLK2
D ST-CH 8 2 CLK2
D CH-ST 17 0 C
D ST-CH 17 0 C
D ST-CH 15 1 C
D CH-ST 15 1 C

3 CLK2 F 0 3 -

4 CLK1 R 0 4 -
1 R 3 4 CLK1
H F 2 4 CLK1
G R 1 4 CLK1

After all events have propagated through the network, ATV examines all events that are involved
in a possible constraint. Constraints specify two events to be checked, an optional translation to be
applied to the second event, and a condition (<, 2) that is expected to hold between them. In the above
example, there are two relevant constraints: the data signals at C must stabilize before the closing edge of
CLK2 occurs (CLK2 falling), and the data at node D must stabilize before the next closing event at node
I (I rising). The last_clock_edges (phases) of the events at the two nodes are used to screen out incorrect
comparisons: the default rule is that the last_clock_edges of events in a valid comparison must be in the
same relation as the condition being checked. Thus the rising event at node I in phase 0 is not checked

against the CH-ST events at node D in phase 2, because 0<2. If the constraint is specified as:
E;<E;+A,

- for some translation A, then E; and E;+A are passed as arguments to the satisfy-constraint routine. This

will provide the minimum ¢ such that



E;<(E;+A)+H,
which produces a bound on the translation difference between the two reference frames:
Xj=X; 2t. (I)

Because of the time-invariance of the delay, merge, and compare operations, this same bound applies to

the allowable translation of the source events in each reference frame (see Figure 4-8).

Constraint
-7

-

: CLK3 :
@ +x @ +x
1 2

CLK1 CLK2

Figure 4-8: Constraint analysis. A constraint exists between events G and Z, which are in two different
reference frames with translations x| and X5, respectively. Any bound on the difference of these two
translations applies to the translations of the original input events, A and X. Note: events F and G will
have a last clock edge of CLK3 (whichever of rising or falling corresponds to the opening edge of the
arc) because they have passed through an arc gated by CLK3. They are still specified in the original
reference frame of event A, however.

From the two events involved in a constraint, we can derive the two critical paths (one short, one
long) that produced this bound, by tracing backwards and looking for the preceding events with smallest
slacks. After generating all the x;—x; bounds, the largest ¢ is the overall bound. If i=j, the left hand side
of (I) is necessarily zero, so ¢ >0 indicates an error.

Constraints for the refc:rcnce frames in our example are shown in Figure 4-9, below. A sample set
of translations, obcying the éonslraims with a minimum cycle time of 14 is shown in Figure 4-9. If the

user desires, these translations could be applied to the original input event times (yiclding event times
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equal to the translations, since the original event times were all zero), and the analysis could be rerun
with all events now in the same (absolute) reference frame. This would yield results similar to those
shown in Table 4-1 with the appropriate translations, but now many of the events in the same phase can
be merged together, since they are now in the same reference frame. This would allow the user to calcu-

late times for all events in the absolute reference frame.

CLK1 I_

. >i5 I
0 2 8 12 4

Figure 4-9: Constraints between reference frames, transparent latch example. Sample translation times
obeying constraints are shown.

4.3. Derivation of Clocking (L. P. Problem)

Once a set of constraints has been derived from the analysis, they can be used, in principle, as input
to a linear programming problem together with any other constraints that may hold. For example, in a
simple two-phase clocking scheme, if ¢, rising occurred in frame 1 in cycle 1, and in frame 5 in cycle 2,

while ¢, rising occurred in frame 3 in cycle 1 and in frame 7 in cycle 2, then two additional constraints

could be:
X5—=X1=C

X7rX3=C,
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where ¢ is an additional variable, the length of a machine cycle. This cycle must be the same length for
both ¢, and ¢,. Note: these equations assume that ¢, rising was specified with the same event time in
both frames 1 and 5, and likewise ¢, rising in frames 7 and 3. If there is an offset between the specified
input event times, then this would have to be taken into account in formulating the above equations.
ATV does not presently include such a linear programming step, but it is a straightforward extension to
the program.

Once the set of translations has been obtained, they can be applied to all the input event times to

produce the event times for each input event in the absolute reference frame.

4.3.1. Deriving Clocking for Jouppi’s Loop Example

I have already used Jouppi’s loop example in Chapter 2 to illustrate both cycle borrowing (Figure
2-9) and the SCAT clock period algorithm (Figure 2-10). Now I will use it to show how we can derive
the optimal clock schedule from the constraints computed by ATV. The example is shown in Figure 4-

10. Each clock edge is specified to occur at time 0 in its own reference frame, as shown.

Al A2 Bl C1
j—40—»f L35} ——15
12

Reference Frame: O 1 2 3 4 5 6 7

Figure 4-10: Jouppi's Loop Example. Reference frames for all clock edges are shown; the example as-
sumes that both the clock high period, h, and the clock underlap, 4, are the same for all three clocks.
The points shown are the nodes used for the timing graph in ATV.
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Jouppi’s example makes assumptions different from the assumptions about legal design structures
and their semantics that [ used in designing ATV. In particular, the example has a loop that is only
clocked by a single transparent latch (the short loop between Al and A2). He assumes that this loop is
computing a new value for latch A that must not arrive before the latch closes. In order to reflect this
constraint in ATV, the path from A2 to Al is defined as a multi-cycle path, and a constraint is added
between the closing edge of A and the ST-CH event at Al in the next machine cycle. If the path from A2
to Al was not defined as a multi-cycle path, ATV would assume that this single-cycle loop was part of a

storage element restoring the value at A1, and it would break the loop between A2 and Al.

Like the SCAT timing verifier, ATV by default assumes that the transparent latches it encounters
occur in serial chains, not loops like the latches in Jouppi’s example. By default, signals are only
checked against the closing edge of each latch. This is the correct behavior for most events, but needs to
be supplemented for latches in loops with a special check that an event originating on the opening edge of
a latch in a loop arrives before the opening edge of that same latch in the next machine cycle. In general,
this check would require a special loop analysis step that will be discussed under future work in Chapter
6. Lacking such a step, it is sufficient that at least one latch in every loop checks its input against its
opening edge, rather than its closing edge. For this example, we can add a constraint that the value at Al
must stabilize before the opening edge of A occurs (rather than the default closing edge). This ensures
that the loop is not too long and does not affect the solution for this example. In general, this constraint

would be overly conservative because it also restricts paths originating from latches B or C.

The default constraints generated by ATV are:

x3—x9240 4.1
x5—x9275 4.2
X5—x,235 43
X7—%x9290 4.4

X7—-x2250 4.5



x7—x42 15

The short loop constraint from Al to the falling edge of A generates a constraint:

Xo—x12-12,

or rewritten,

XI—X()SI2.

The constraint that A1 must stabilize before the opening edge of A generates three constraints:

x6—x0290

x(,—x2250

XG—X4215
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4.6

4.7

4.8

4.9

4.10

4.11

The SCAT algorithm did not take loops into account at all, and thus was solving a reduced version of the

problem without the last two sets of constraints.

To these we add the constraints that define the length of the clock high period, &, and the clock

underlap, u, for each clock. Because these are defined to be the same for every clock in this example, we

can use the same variables 4 and u for each phase. If this were not the case, separate variables would be

defined for each clock phase. These constraints are:

x1—xo—h =0

X3—x2—h =0

xs—x4—h =0

x7—x¢—h =0

x,—x1—u=0

x4—x4—u=0

Xg—Xs—U =0

4.12

4.13

4.14

4.15

4.16

4.17

4.18
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The problem is now to minimize the cycle time,
c=h+u 4.19

while observing all the constraints.

In solving this linear program manually, one can use the equalities to reduce the first set of con-
straints to linear constraints on & and . The dominant inequalities from 4.1-4.6 are 4.1, 4.2, and 4.4,

which become:

4 240—-2h 420

©2375-0 421
2

4 >30- % , 422

respectively. The other three constraints are dominated by one of these (i.e., 4.3 reduces to u 235-2h,
which is clearly dominated by 4.20). The dominant constraint from the large loop (4.9-4.11) is 4.9,

which reduces to:

h+u 230 4.23

and constraint 4.8 from the short loop reduces to:

h<12 4.24

Because this linear program only involves two variables, it can be solved graphically (Figure 4-11).
Note that unlike cycle borrowing or the SCAT algorithm, additional linear constraints can be readily
incorporated by including them in the lincar program to be solved. Thus if the clock generation circuitry
imposed minimum or maximum restrictions on A& or u, these could be incorporated as additional con-

straints.
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Figure 4-11: Graphical Solution to Jouppi’s Loop Example. The default constraints calculated by
ATV are the three solid lines; the solution must lie above them (bold line). The problem is to minimize
¢ = u+h while observing all the constraints. The dotted line is the short loop constraint (4.24); the
dashed line is the constraint from the large loop (4.23). Point D (h =12, u= 19.5) is the solution when
all constraints are observed; it corresponds to the schedule in Figure 2-9¢. Point E (h = 15,u=15)is
the solution when the short loop constraint is disregarded; it corresponds to the desired schedule in Fig-
ure 2-9d. Point F (h = 25, u = 0) is the solution when both loop constraints are disregarded and there is
no minimurm underlap requirement; this is the solution found by the SCAT algorithm (Figure 2-10).

4.4. Critical Paths, Traceback

Recalling the definition of critical paths from Chapter 3, a critical path from some event is a suc-
cession of predecessor events, each of which has zero local slack with respect to its successor. Because
each event in ATV stores both a list of all its predccessor events and the local slack for each one, the
backwards scarch for critical paths is straightforward. ATV could use standard shortest path algorithms,
such as Dijkstra’s algorithm [Law76, pp. 70-73] to find the path with least total slack back to some input
event: however, this case is simpler because every event should have some predecessor with slack zero
(and all other predecessor slacks being non-negative). Thus to find the most critical path for any event,
we need merely trace backwards looking for predecessor events with zero slack. A corollary of this is
that for any event A with a direct or indirect predecessor event B, there exists a path from some input

event I to A passing through B with total slack equal to the total slack from B 10 A.
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Thus to find the n most critical paths from event A, we can start by finding the path with total slack
0, keeping track at each point along the path of what is the predecessor event with the second smallest
slack, and storing these in a priority queue. If this event is £, with local slack s,, then there is a path
through E, to A with total slack sy, and this is the path with the second smallest total slack. Likewise,
when tracing this path back, we note at each step what the predecessor to each event with the second
smallest slack is, and store this event in the priority queue with slack s+s;, if 5; is the local slack of this
event. In like manner, we can enumerate the n most critical paths, at each step storing events with local

slack s; on a path with slack s, in the queue with slack s;+5,.

Ideally, every model with separately translatable components would identify separate slacks and
critical paths for each such component. Using one slack for the entire event time, as currently used in

ATV, while simpler, does lead to some anomalies.

For example, consider an asymmetric rise-fall model with single-number components, in which the
four event times: A = (5, 17), B = (10, 12), C = (16, 5), and D = (5, 11) are to be merged for longest paths
as shown in Figure 4-12. First A and B are merged to produce event time E = (10, 17). Then C and D
are merged to produce event time F = (16, 11). Finally, E and F are merged to produce event time G =
(16, 17). Now E and F are both critical to G, since neither can be translated forwards without changing
the result. Likewise, A and B are both critical to E, and C and D to F. Thus all four of the paths A-E-G,

B-E-G, C-F-G, and D-F-G are identified as equally critical to event G, with global slack zero.

However, B and D are in no way critical to event G. Translating either forwards will affect the
immediately following event, but only in a component that disappears in the subsequent merge (o pro-
duce G. Working with individual components would avoid this problem, as it would be clear that E is
only critical to G in the falling component, so only those predecessors of E that are critical in this com-
ponent are of interest in forming the overall critical path. Implementing this in the program would add
considerable complexity, though, particularly since the delay operation (as here with inverting delays)

* can transform which components of carlier event times affect which components of their successors.
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A E
(5,17) O\ (10, 17)

B

(10, 12) OG
C (16, 17)
(16, 5)
s, 11) (16, 11)

Figure 4-12: False critical paths due to use of a single slack for each event time in the asymmetric rise
fall model. Event times are shown as (rise time, fall time). The critical component to each merge is
shown in bold. All four paths are identified as equally critical, though events B and D do not affect
event G.

4.5. Graph Simplification

Since the complexity of the analysis is a function of the size of the timing graph, the user may wish
to simplify the graph before beginning the analysis, by consolidating nodes and arcs. Another reason is
to reduce the reported length (in nodes) of critical paths that must be examined manually. If two con-
secutive delays can be replaced by a new delay that has the same effect as the original two delays applied

in sequence, the intermediate node could be eliminated, simplifying the graph.

Graph simplification uses the sum-delays optional operation to consolidate consecutive delays. In
general, if a node has m inputs and n outputs, and every input delay can be combined with every output
delay, that node and the m+n arcs attached to it can be replaced with mn arcs that link the inputs to the
outputs directly. (See Figure 4-13). If m=1 or n=1, this will reduce both the number of nodes and the

number of arcs by one.

Some restrictions apply to this transformation: if the node is significant for some reason (such as
being the controlling node for a gated arc), it cannot be eliminated. Likewise, if any of the output arcs

from the node are gated, they cannot be consolidated with previous arcs without changing the behavior of
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Figure 4-13: Node elimination by combining delays.

4

the system, since they would need to be replaced with arcs that were ‘‘gated in the middle’’ (see Figure
4-14). (A possible exception to this last would occur if all the input arcs had null delays.) Note, however,
that if the gates are edge-triggered (rather than level-sensitive), it should be possible to decouple the
gated arc from the input completely, as the only events that can affect an edge-triggered arc are those that

occur at the controlling clock node. This may enable additional simplification to occur.

»O

D,y D .~ D, D

Figure 4-14: Trying to merge these arcs requires putting the resulting gate ‘‘in the middle’” of the
resulting arc.

The current version of graph simplification looks for non-essential nodes with a single ungated
fan-out (n=1). Single fan-outs were selected rather than fan-ins because it is more common for nodes to
have a single fan-out than a single fan-in; and because a node with an ungated fan-out can still be
simplified if some of its fan-ins are gated, but not vice-versa. Each such node is examined in order: if all
the input delays can be summed with the output delay, the arcs are merged and the node eliminated. A
single pass through all the nodes of the graph suffices, since this simplification operation does not change
the fan-out of any node. This operation alone can bring about a dramatic reduction in the depth of the
graph: the graph shown in Figure 4-15, with 149 nodes, 199 arcs, and a maximum critical path length of
24, can be reduced to the graph shown in Figure 4-16, with 40 nodes, 90 arcs, and a maximum critical

~ path length of 4.
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Figure 4-15: Dependency graph before simplification: 149 nodes, 199 arcs.

O

)/"}"'"""1"‘ \)
i \
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Figure 4-16: Dependency graph after simplification: 40 nodes, 90 arcs.
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4.5.1. Limitations

Sum-delays is based on the ‘‘natural’’ timing model for each delay type. For input delays Dy, D5,

we seek an output delay, D, such that for all input event times E;, we have:

(E; ®D,) ®D,=E; ©D,

If such a delay exists, we can write:

D,=D, @D,

In effect, this sum-delays operation, where defined, allows us to operate associatively on the delay opera-
tion, computing E; ®D | ®D to be computed as: E; &(D, DD ,).

If the resulting simplified graph is used for an analysis using a model with a different delay opera-
tion, it is unlikely that the results will be the same as before the simplification for this new model. This is
particularly true if the delays are being coerced for the new model. For example, consider the min-max
delay format, where the natural implementation of sum-delays is to add the mins together and the maxes
together. If this delay format is used for a mean-standard-deviation timing model, taking the min and
max to be the three-sigma points, the sum-delay operation will not yield a delay that yields the same
results after the coercion as the original delays would after coercion. Thus if C (D) represents the results

of coercing D to the new form, in general we have:
(E, ®C(D,) ®C(DY=#E; ®CD,)
Another issue is the treatment of the merge operation. If the delay operation is not distributive over

the merge operation for some model, again graph simplification will not be transparent for this model.

Thus, using M (E 1, E) to represent the merge of E and E, if

D31=D1 @D:;

Dy=D,®D;

then for this graph simplification to be transparent, we must have:

M((E, ®D),(E,®D ) ®D =M ((E, ®D;,),(E2 ®D;2))=M (E, ®D; ®D3),(E,®D,®D3))
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(see Figure 4-17). Since £, ®D and E, ©®D, may in general represent any arbitrary event times, this is
clearly equivalent to requiring that any delay D ; must distribute over the merge of 2 arbitrary event times

- the extension to n event times is clear.

D,®D,

E,
E2 DZ E2 D2@D3

(a) (b)

Figure 4-17: Summing delays in graph simplification. In order for the result E; to be the same both be-
fore (a) and after (b) graph simplification, the delay D 3 must distribute over the merge operation.

This property does not hold for all timing models: in particular, it does not hold for the simple
mean-standard-deviation model. For example, consider the event times E;=(15.9,0) and E,=(7.0,3), the

delay D =(16,4), and the comparison point chosen to be the positive 3¢ point. Then:
M(E,E))®D =E, ®D =(23.0,5),
because the 3¢ points of E; and E, are 15.9 and 16.0, respectively, but
M(E,®D,E,®D)=E, ®D =(31.9,4),
because E, ®D=(31.9,4), with a 3¢ point of 43.9, while E, ®D =(23.0,5), with a 3¢ point of 38.0.

Likewise in the (time, slope) model, a similar case can occur when a fast-rising input has a mid-
point just slightly greater than a slow-rising input: the fast-rising input will be selected if they are merged
directly, but if they are both put through a common delay first, the slow-rising input will dominate the
results. For the delay (A = 0.2, K = 1.0), the input event time E;=(1.0, 5.0) produces the output event
time (1.73, 2.0), while the input event time E,=(0.9, 50.0) produces the output event time (1.90, 10.0).
Thus E, will be selected if the input event times are merged immediately, but E, will be selected if the

inputs are delayed before the merge.

Both of these models have the propertics that the merge operation has sharp discontinuities that are

used in these examples. One might conjecture that for models with event times that are n-tuples,
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E cR", and delays that are m-tuples, D cIR™, if both the delay operation @©:R"xR™—>R" and the
merge operation M:R"xR”—>R" are continuous, then the delay operation would distribute over the
merge operation. This conjecture, however, is false. A simple counter example would be a single-
number model (with delay implemented as simple addition) in which the merge operation was defined as

multiplication:

M (x,y)=xy.

Here both the delay and merge operations are continuous, but delay does not distribute over the merge

operation:
ab+c#a+c)(b+c),

in general. (Note that this definition of merge is not acceptable on other grounds: it is not time-invariant
with respect to the translation operation. It does, however, suffice to show that continuity of the merge

operation is not sufficient to force the delay operation to distribute over the merge.)

The converse is also false: if we were to modify the simple mean, standard deviation model by
making the delay operation pass the standard deviation of the input event time through unchanged, this
modified delay operation would distribute over the merge operation, even though the merge operation is
still not continuous.

Even though delay does not distribute over merging for the simple mean-standard-deviation model
or the (time, slope) model, there still exist individual delays for which this distributive property will hold.
In particular, the null delay, N, will always distribute over any merge: since the definition of N is that

E ©N =E, for all £, it must be true that:
M(E,E)) ®N =M(E,E))=M(E, ®N ,E, ®N)

Likewise, any delay similar to a null delay (e.g., the mean-standard-deviation delay: (0.0, 0.0)) will exhi-

bit this property.

Another problem is that the required delay sum may not even exist in closed form, or may not be

readily computable.
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4.5.2. Defining Sum-Delays for Various Models

The sum-delays operation takes various forms for different models. For those models where delays
and event times have the same format, sum-delays is often defined in the same manner as the delay
operation for that model. This is the case, for example, for the single-number and min-max models. This
would also be the case for mean-standard-deviation, but the non-transparent nature of sum-delays for the
simple mean-standard-deviation model may make it better to leave sum-delays undefined in this case.

The nominal-worst delay format acts like 2 min-max format (summing components separately).
For all delay models, the sum of any delay D with a null-delay N is defined as:
D &N=N ®D=D

Two delay unions are summable if all of their respective components, taken in order, are summable. This

restriction is to ensure that the result will be as transparent as possible.

Asymmetric delays can sometimes be summed. If neither delay is of UNKNOWN type, then the
delays can be summed if the appropriate components of each can be summed, with the type of the result-
ing delay being INVERTING if one of the input delays is INVERTING, NONINVERTING otherwise.
UNKNOWN delays can in general only be summed if they are the first delay in the sequence of delays to
be summed. Recall the definition of the delay operation for the asymmetric delay model. For INVERT-

ING delays:
(E,.E;) ® (D,,Ds)=(Ef ®D,,E, ®Dy)
For NONINVERTING dclays:
(E,,E;) ® (D,,D;)=(E, ®D, ,E; ®Dy)
For UNKNOWN delays:
(E,.E;) ® (D,,Dy)=(M (E; ®D,,E, ®D,),M(E, ®D; ,E; ©Dy))

These three definitions are shown graphically in Figure 4-18.



108

NONINVERTING Delay INVERTING Delay UNKNOWN Delay

Figure 4-18: The three types of asymmetric delay. The upper input in each case is the input rising
event time, the lower input is the input falling event time.

Now to sum two delays, we seek D, such that
E ®D,®D=E ®D;
for all E. Thus, to sum two INVERTING delays D and D, we have:

(E,.Ef) ® (D,1,D51) © (Dy2,D52)=(Ey ©D,1,E, ®Ds1) © (Dy2,Dr2)
=(E, ®Ds, ®D,2,E; D, ©Dy»)
=(E, ®(Dy1 ®D,2),Ef &, ©Dyr)),

so that if the appropriate component delays are summable, we can form:
D, =(Ds, ©D,2),
Dy =(D,; ®Dyy).

The resulting delay is evidently of NONINVERTING type, as determined by pattern-match with the rules
for the three delay types (see Figure 4-19d). A similar calculation yields the rules for combining
NONINVERTING with NONINVERTING, NONINVERTING with INVERTING, and INVERTING

with NONINVERTING dclay types.

Now suppose that D, is of UNKNOWN type, while D, is NONINVERTING. Then:

(Er’Ef) e(Drl?Dfl) e(DrZanZ)=(A4(Ef eDrl»Er eDrl)aM(Er eDflrEf eDfl)) G(DrZ»DfQ
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Figure 4-19: The six legal sums of two asymmetric delays. (a): NONINVERTING © NONINVERT-
ING, (b): NONINVERTING @ INVERTING, (c): INVERTING © NONINVERTING, (d): IN-
VERTING @® INVERTING, (¢): UNKNOWN & NONINVERTING, (f): UNKNOWN @ INVERT-
ING. The latter two depend on the delay operation distributing over the merge operation for the com-
ponent model.

=(M(E; ®D,\,E, ©D,)) ®D,,,M(E, ®Ds1,E; ®Dfy) © Dyy)
If the delay operation for the components distributes over the merge operation, then this:
=(M(E; ®D,, ® D,,,E, ®D,, ® D,)M(E, ®D;y ® Dy, Ef ®Dyp, ©Dyy)
=(E,.E;) ® Dy, D),
for UNKNOWN type delay D, with components:
D, =(D,, ®D,»),
Dy =(Dp, ®Dy»)
(Figure 4-19¢).
On the other hand, if D, is NONINVERTING and D, is UNKNOWN, then
(E,,Ef) ® (D,1,Dr1) ® (Dr2,Df2)=(E, ®D,1,E; ®Dyy) @ (Dy3,Dy2)

=(M(Ef @Dfl @Dr21Er eDrl @D,Z)M(Er @Drl @sz,Ef @Dfl @Df?.)v
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and since there are four different delay combinations here, there is no way to reduce this to one of the
three basic types of asymmetric delay discussed above. (See Figure 4-20a). Similar problems occur if
D, is INVERTING or UNKNOWN while D, is UNKNOWN; thus the sum-delays operation is undefined

if the second operand is of UNKNOWN type.

(o> - ‘ﬂ»

)

a)

b)

— > o> Lﬂ»

c)

Figure 4-20: The three illegal sums of two asymmetric delays. (a): NONINVERTING @ UNK-
NOWN, (b): INVERTING @ UNKNOWN, (c): UNKNOWN ® UNKNOWN. Any delay © UNK-
NOWN is undefined.

The six legal combinations of two asymmetric delays are shown in Figure 4-19. The complete

rules for calculating the sum of two asymmctric delays, D, ©D are:

1) Ifthe type of D, is INVERTING, then the components of the sum, D, are:
Dr.\' =(Df1 ®Dr2)»

Dy =(D, ©Dy)).
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The type of the result is NONINVERTING if D, is also of type INVERTING, INVERTING if D,

has type NONINVERTING, and UNKNOWN if D has type UNKNOWN.

2)  If the type of D, is NONINVERTING, then the components of the sum, D, are:
D, =(D;1 ®D;»),
Dy =(Df1 ®Dy»).
The type of the result is the same as that of D ;.

3)  If the type of D, is UNKNOWN, the result is undefined.

4.5.3. Other Forms of Simplification

Other forms of graph simplification may also be possible by defining additional operations. One
operation that would be useful would be merge-delay, which would allow multiple arcs connecting the
same pair of nodes to be collapsed into a single arc. Such nodes can occur naturally within a timing
graph when nodes represent groups of terminals: e.g., all 32 inputs of a 32-bit latch grouped into a single
node. There could then be multiple arcs representing the different interconnects on individual bits of the

latches.

The requirement for merge-delay of two delays, D; and D, is that the resulting delay, D,,,, should

observe:
E ®D,,=M(E ®D ,E &D,),

for all event-times E. Given this operation, parallel arcs with mergeable delays can be collapsed into a

single arc.

This merge-delay operation would be useful in another context: coercing from asymmetric delays
to one of the component formats (see next section). Without it, each target format must have its own
coercion defined from an asymmetric delay; using merge-delay, a generic coercion can be defined from
asymmetric-delay to any delay format that has merge-delay defined. The coercion is to coerce each of

the rising and falling delay components to the target format separately, and then to merge-delay the two
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of them together to yield the final result.

Yet another form of graph simplification was shown in the NELTAS system [NST82], where some
internal paths between registers in a single module were eliminated entirely and reduced to constraints on
the incoming clocks, which were then passed to higher hierarchical levels along with the simplified graph
structure. This approach relied on the fact that they were only using edge-triggered registers, which
could then be decoupled from the rest of the circuit. This strategy is more difficult in an abstract frame-

work, but perhaps the constraint-satisfier operation could be used to generate such constraints.
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Chapter 5 - Results

1. CRITICAL PATH ANALYSIS

ATV consists of approximately 4300 lines of Lisp code, including blanks and comments. The larg-
est example it has been run on was a chip implementing the Data Encryption Standard, containing about
20,000 transistors. This chip was synthesized using standard cell components from the Mississippi State
University CMOS double-layer metal library. The timing graph before simplification for this chip had

6982 nodes and 9533 arcs. After simplification, the graph had 3016 nodes and 5567 arcs.

Input @put

Pr

Tr

Figure 5-1: Propagation and Transmission Delays. Propagation delay is time from 50% mark of input
to 50% mark of output response; transmission delay is time from 10% to 90% of output response.

Component delays were taken from the data sheets supplied with the library. These delays were
specified as nominal and worst case transmission and propagation delays for both rising and falling out-
puts, specified to hundredths of nanoseconds. Transmission and propagation delays are shown in Figure
5-1. Ideally, both the transmission and propagation delays would be entered for each component, yield-
ing one of the delay structures shown in Figure 5-2, which would then be coerced to the desired form.
However, in order to simplify the problem, only the transmission delays were entered into the library, in

the structure shown in Figure 5-3.
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( Asymmetric-delay )

/\

( Nominal-worst-delay ) C Nominal-worst-delay)

Trans-Prop-dela Trans-Prop-delay

Trans-Prop-delay

Trans-Prop-dela

(Asymmem'c—delay )

Trans-Prop-delay Trans-Prop-delay
P

CNominal-worst-delay ) ( Nominal-worst-delay ) C Nominal-worst-delay ) ( Nominal-worst-delay )

Nominal / \ Worst Nominal / \ Worst Nominal / \ Worst Nominal / \ Worst
b)

Figure 5-2: Idcal delay structure for representing delays of the MSU cells. Either (a) or (b) could be
chosen. The two representations are conceptually identical, but present different grouping of delay in-
formation to coercion routines that proceed top-down.

For this example, interconnect delays were assumed to alrcady be incorporated in the component
delays, and thus arcs representing interconnect were generated with null delays. In a few cases where
component data shects were missing, delays from closely related parts were used instead; thus the 1860

cell, a four input or-and-invert: ((a+b)(c+d))’ , was modcled using the data from the 1870 cell, a four
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CAsymmetric-del@

Rise Fall
(Nominal-worst-delay ) C Nominal-worst-delay )
Nominal Worst Nominal Worst

Figure 5-3: The actual delay structure used for representing delays of the MSU cells.

input and-or-invert: (ab+cd)’ . This was consistent with the main purpose of this exercise, which was to
identify potential critical paths from information available early in the design cycle, and observe how the
choice of timing model affects the constraints and critical paths reported, starting from the same raw
input data. One can only wonder how many industrial cell libraries may contain data of equally question-

able ancestry.

The delays were entered into the Oct database in asymmetric nominal-worst form, and then
coerced in ATV to get single_number, min_max, and mean_standard_deviation delays. Figure 5-4 shows
the coercions used. For nominal-worst delay (n,w), the single_number model set delay=n, the
min_max model sct max=w, min=n—(w-n)=2n-w, subject t0 the restriction that min>0, and the
mean_standard_deviation model set p=n, o=(w-n)/3. An alternate coercion to the min_max type
would interpret n as the geometric mean rather than the arithmetic mean of min and max, sctting
min=n%w. This would kecp many of the minimum dclays from being set to zero when w is much
larger than 7, as was often the case here. This would not affect any of the long path calculations, which
depend only on the max value, but would affect constraint calculations, reducing the required cycle

length.

When cocrcing to a single delay (i.c., not asymmetric), the rising and falling delays were coerced

w the target delay independently, and then the two delays were merged using the rules for long-path
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event-time merging for each of the models. Because each of these models uses the same format for event
times and delays, this merge was a natural choice; in general, an operation such as merge-delays,
described in Chapter 3, should be defined to coerce from an asymmetric-delay to the types of its com-

ponent elements.

Delay Format

n w
D
Nominal, Worst
n
Single Number
min max
D : D
Min-Max i
7
Lo | o,
PN
Mean, Std. Dev. , DA | bR

Figure 5-4: Coercions used from (nominal, worst) form to other delay formais.

1.1. Chip Clocking

The DES chip uses 3 off-chip clocks, shown in Figure 5-5. The edges of RDCLK and WRCLK are
synchronized to the corresponding edges of SYSCLK, as shown. The basic machine cycle was defined
as two cycles of SYSCLK. The analysis was conducted over two basic machine cycles, to account for all
the possible interactions between the different clocks. The DES chip does not use any transparent
latches: all the storage elements are master-slave latch combinations. Thus there were no paths extending

over multiple cycles.
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Figure 5-5: The three clocks defined for the DES chip.
1.2. Comparison of Results for Different Models.

The simplified DES graph was analyzed with three different models: the asymmetric versions of
the single_number, min_max, and mean_standard_dcviation models. The analysis for the asymmetric
mean_standard_deviation model was also performed on the unsimplified graph to analyze the effects of
the simplification for this model. Recall that the simplification operation should leave the results
unchanged for the single_number and min_max models, but not the mean_standard_deviation model. All
three models agreed that the critical constraint determining the length of a machine cycle was from one
falling edge of SYSCLK to the next falling edge of SYSCLK (as shown in Figure 5-5). As expected, the
single_number model was most optimistic (yielding a critical constraint of 236.6ns), the min_max model
was most pessimistic (533.1ns), and the mean_standard_deviation model was in between (323.9ns). The
mean_standard_deviation model on the unsimplificd graph calculated this constraint as 283.1ns. The
asymmetric mean_standard_deviation combination on the simplified graph identified the greatest number
of critical paths, including all the paths that were identificd as critical by any other model. These paths

are shown in Figure 5-6. The path starts with a falling event at node SYSCLK, which propagates to the
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controlling clock node for the top arc (from nodes 1830.1 to [260]), becomes a CH-ST event initiated on

that arc, and propagates down to the bottom of the graph, where it is compared against another falling

event from SYSCLK.
(CSYSCIK/IOUT2 |
C L.OOPCOUNTER/I830.11 |
"""" q /LOOPCOUNTER/1830,12CLK ]
[ /LOOPCOUNTER/LOOPCOUNTER/[2601/0 ]
— LOOPCOUNTER/LOOPCOUNTER/[2321/0 ]
{ LOOPCOUNTER/LOOPCOUNTER/[2331/0 ]
C /LOOPCOUNTER/LOOPCOUNTER/2131/0 |
C 7LOOPCOUNTER/LOOPCOUNTER/[2141/Q ]
C LOOPCOUNTER/ILOOPCOUNTER/[1781/0 ]

[ L OOPCOUNTER/LOOPCOUNTER/{MUXASEL<0>}/Q ]

THEAD/(DATA LATCH<33>V/0 |

/ISTAGE1/[6371/0 /STAGEU/{PRES<2>1/Q J

[T /STAGEU/{PRES<]1>1/O 1 [__/STAGE2A/M1978/0 ]

[ /AEAD/{DATA LATCH<36>1/Q0 | [T ISTAGE2A/I19121/0 |
[ /STAGEU[6231/Q ] [ /STAGE2A/[19131/0 ]
[ /STAGEI/IPRES<5>Y0 1 [ STAGE2A/M19871I0 1 | /STAGE2A/[18841/0 ]
[ __STAGE2A/30UI | L ISTAGE2A/[1885)/0 ]
[ /STAGE2A/(30/02 ] [STAGE2A/[1698)/Q ]

[ ISTAGE2A/{(F<3>10 |

[ ISTAGEINEW/[NEW_DATA<30>}/0 ] [_SYSCLK/OU

Constraint
et 2 JLATCIIES/830.302C1K ]

L [ ATCHES/1830.30/1DATA

Figure 5-6: Critical nodes and arcs of the simplified DES chip, asymmetric mean_standard_deviation
model.
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This subgraph was extracted from the full chip, and three more analyses were run on these paths,
yielding critical path information for the straight (non-asymmetric) single_number, min_max, and
mean_standard_deviation models. The results of these runs are compared in the next set of figures. The
differences in the critical paths observed by the different models are all located in the section of the graph
of Figure 5-6 between nodes /HEAD/[642])/O and /STAGE2A/{F<3>}/O. This section has been
extracted and displayed for each model. Figure 5-7 shows the general form that will be used for present-
ing the results. Nodes are labeled with a short identifying tag extracted from the name of the node. The
delays for each arc are shown in italic type next to the arc. In this figure, symbolic names are used for the
delays that suggest the elements that arc represents, such as invl for an inverter. Event times are shown
beside each node in regular type. When two arcs meet at a node, each arc is labeled with the (delayed)
event it contributes to the merge, along with the associated slack in bold type. The one exception is node
[30)/I: since both incoming arcs have null delays, the events being merged are just the events from the
preceding nodes. Inverting arcs are indicated with bubbles. Paths that are critical to the final event are

shown with heavy arcs.
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Event 642

Delay 1870B Delay 1870B

Delay 18708

Del invl Del *1860B

Event 623

Event 637

Del 1870B* Del 1870A* Del 1870A% Del invl
Event 36-5 Event 623-3D.1 1870B* Event 637-1
SL=36-5 STo623.3 D¢l 18708 SL=637-1

Event 32-1
SL=32-1

Event Pres<1>

78
<5> / Event Pres<5> | Nand2 Event 19
Event 1-1912
Del Nand2
i SL=1-1912
Det inv] Event 1978-1912
SL=1978-1912
Null-delay Event 1912
SL=5-30
Null-delay Del invl
SL=1987-30
30] | Event 30/1 Event 1913
Del 1660B Del Nand2
Event 30/02 Event 1884
Del invl
Delay 02-3 Event 1885
Event 02-3
SL=02-
3 Del Nand2
Event 1698

Delay 1698-3

Event 1698-3
SL=1698-3

Event F<3>

Figure 5-7: Format for presenting results.
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159,35.7115.3,35.6

12.2,32.1115.9,35.7
15.3,35.6/15.9,35.

15.3,35.6/1159357

5.4,13.9/144,133

Null-delay

6.0,16.8/4.8,15.5 7.0,15.716.0,15.5

60.6,146.0168.7,151.6

51.5,127.0/61.7,136 .0

Figure 5-8: Input delay values (nominal and worst case): (RN, RW)/(FN, FW)
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92.3/93.9
11519.9 11.5/19.9

11519.9

122/15.9

119.8/125.6
SL=0.0

15.3115.9
120.7/118.0
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122/15.9
119.8/125.6  153/15.9

SL=00  1o67118.0
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Null-delay
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60.6/68.7

197.6/199.1
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51.5/61.7

203.21217.1
SL=0.0

203.2/217.1

Figure 5-9: Asymmetric Single Number Results: Rise/Fall. Numbers may not add exactly due to

rounding.
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30] 1 292.8/283.6 1913 303.2/307.9
16.8115.5 1571155

309.6/299.0

146.0/151.6

455.6/450.7
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Figure 5-10: Asymmetric Min_Max Results: Rise/Fall (Max times only shown). Numbers may not

add exactly due to rounding.
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Figure 5-11: Asymmetric Mean & Standard Deviation Results: Rise/Fall. Numbers may not add exact-
ly due to rounding.
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Figure 5-12: Asymmetric Mcan & Standard Deviation Results for Unsimplified Graph. Delays have
been omitted, as they do not always make sense in terms of the simplified graph.
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Figure 5-13: Single_Numbér Results. Numbers may not add exactly due to rounding.
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Figure 5-14: Min_Max Results: (Max times only shown). Numbers may not add exactly due to round-
ing.
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Figure 5-15: Mean & Standard Deviation Results. Numbers may not add exactly due to rounding.



129

The input delay values for each arc are shown in Figure 5-8, rounded for display purposes. Figure
5.9 shows the results of an asymmetric single_number analysis, with a total of 3 critical paths through
this part of the graph. Figure 5-10 shows the results for the asymmetric min_max analysis. Only the max
times are shown, because only they are relevant to a long-path search (as the event type is CH-ST). For
purposes of determining this critical path, this model acts like a single_number model using worst case
rather than nominal values; the difference between min_max and such a model comes when the actual
constraint spacing is calculated, when the max value from these paths is compared to the min value along
the path from the clock. Here only two paths are critical: the direct path from LATCH<32> to PRES<1>
has additional slack and is not part of the critical path for these data values. Figure 5-11 shows the criti-
cal paths for the asymmetric mean_standard_deviation model, a total of seven critical paths. Figure 5-12
contrasts this with the results for the asymmetric mean_standard_deviation model on the unsimplified
graph. This figure shows event times at those nodes that also appear in the simplified graph. Most arcs in
the simplified graph shown here correspond to multiple arcs in the original graph, so it is difficult to
express the unsimplified delays in terms of the simplified graph, and most of the paths merging at indivi-
dual nodes in the simplified graph actually merge some distance back from these nodes and share one or
more final segments in the unsimplified graph, so the input events to a merge do not bear an obvious rela-
tion to the final event at the end of that path. Figures 5-13, 5-14, and 5-15 show the results of the single

component versions of these three models. All three agree on the same two critical paths.

1.2.1. Comparison of Critical Paths

All the models agree that the two paths from node 642 to 1912 (passing through 637 and 1978,
respectively) are equally critical, even though the logic functions are not quite identical. The reason for
this may be scen by examining the logic diagram for this section of the chip (Figure 5-16). Because the
or-and-invert cell is being modeled as an and-or-invert (as noted above), both paths go through an
inverter, the and-or-invert delay, and another inverter. The only difference is that the path through

PRES<2> goes through the lower group of inputs to the gate, which have the same rising delay but not
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falling delay as the upper group of inputs. Because this rising delay is the dominant delay of the two,
both paths appear equally critical whether or not an asymmetric delay model is being used. The two
paths are grouped differently by graph simplification, but in each case, the program folds one of the
inverters in with the larger gate. Thus the grouping did not affect the distinction between these critical

paths for any of the models studied.

The asymmetric single_number and asymmetric min_max models differ in their assessment of the
direct path from LATCH<32> to PRES<1>. Both these models agree that the delays along this direct
path are greater than the total delay through node 637; whether or not it is critical depends on the differ-
ences between the delays vs. the skew between the rising and falling edges at the origin node. This is
explained in Figure 5-17, below. The non-asymmetric models are not concerned with this difference

between the phases, so all of them disregard this shorter path.

637
LATCH ~._PRES<1>
<32> L

PRES<2>

LATCH<33>

642

Figure 5-16: Logic for part of two critical paths of the DES chip. The nodes labeled LATCH<32> and
LATCH<33> are part of the control logic for those cells (which are latches), not themselves latches.

The asymmetric mean_standard_deviation model has several critical paths that are not critical in
any other model. This is principally due to the rising event of the left hand input to node F<3> becoming
critical despite a lesser mean than the right hand input because of the larger standard deviation along the
left hand paths. Hence it has a larger 3¢ point. This in turn is due to a combination of two factors: the
phase difference noted above (between the two paths from PRES<1> to F<3>), and the different degrees
~ of simplification performed on the two paths. The lefi-hand path was able to coalesce more elements into

a single arc (from [30]/02 to F<3>) than the right. Because the nominal and worst case declays were
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a/b
c/d elf
M ()
a+c/b+d b+efa+f

Figure 5-17: Out-of-phase paths in the asymmetric rise-fall model. Even if the ordering of all delays
and events is known (a>b, c<e, d<f), both paths will be critical if a-b > ec (i.e., a+c > b+e). The right
hand path is always critical because a+f > b+d.

combined by simple addition, the effect was to increase the correlation between the delays along the left
hand path vs. the right (delays that are combined together before coercion to mean_standard_deviation
have an effective correlation of 1.0, where all other delays have a correlation of 0.0). This increases the
standard deviation of the results. Both factors are necessary in this case: the other asymmetric models
lack this different correlation (thus lengthening the right hand path for these models), while the non-
asymmetric mean_standard_deviation modcl lacks the effect of the two phases. Although the difference
in the correlations is an artifact of the non-transparent nature of graph simplification when coercing to the
mean_standard_deviation model, this example demonstrates how the left hand path could become critical

for this model where it would not be for a single_number model looking only at the mean values.

The two inputs to node {30}/ are another example of two out-of-phase paths both being critical: in
this case, nodes PRES<5> and PRES<1> have the same event times and therefore act as if they were the
same node. The path through node 1987 is thus the longer path that is out of phase with the shorter path

directly from PRES<5> to [30]/1.
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1.3. Evaluation of the Different Models

For identifying critical paths, the sharpest distinction between the different models appears
between the asymmetric rise-fall models and the base versions of the same models. The critical paths
found with the asymmetric version of min_max are more like those found with the asymmetric version of
either of the other two models than the paths found with min_max alone. Asymmetric models find more
critical paths because they have two independent components that can each be critical, while each of the
three base models studied here in effect is only critical in a single component for long path searches.
This is a mixed blessing. Because only one slack is kept for the whole event time, having separate criti-
cal components can lead to non-critical paths being falsely identified as critical, as shown in Chapter 4.
But it can also catch true critical paths that would be missed by the simpler models. For reconvergent
out-of-phase paths such as shown in Figure 5-17, either path really could be part of a true critical path; it
depends on whether the rising or falling time at node B proves to be the more critical with respect to the
ultimate constraints. All the simple models would only identify path (2) as critical, however. Therefore
if the rising time at B ultimately proves the more crucial of the two components, the true critical path
from A to B could be (1), not (2). As discussed in Chapter 4, having scparate critical paths for each
scparately translatable component would preserve this advantage for the asymmetric models, while elim-
inating most of the falsely identified critical paths. In their present form, the asymmetric models offer a
tradeoff: a greater chance of identifying the true critical path, at the risk of swamping the designer with
too much extrancous information. For this example, this advantage of the asymmetric models was
minimal because most of the reconvergent out-of-phase paths only differed slightly from each other,
(most were alternate inputs to and-or-invert gates) but such paths could be much longer and more impor-

tant in another design.

For predicting cycle times, however, the differcnces between the base models become much more
pronounced, with each base model and its asymmetric version yielding similar predictions. The specific
estimates produced in this exercise are highly dcpendent on the quality of the input data, which is

suspect. Unless the input data can be validated, comparing these numbers with actual performance data
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on the chip will say more about which model was the luckiest rather than which model was the most
accurate. The results do show that the choice of model makes a big difference in the projected cycle
time, at least when the individual block delays are as loosely characterized as they are here. Performance
estimates varied by more than 2:1 between the single_number model and the min_max model. This is
mostly due to the difference between using nominal delays and using worst-case delays; a difference
between the coercion strategies rather than between the models themselves. If the single_number model
used worst-case times, the only difference between the models would be that the min_max model would
compare the worst-case data time to the best-case clock arrival time, where the single_number model
would use the worst-case times for both. Thus the projected cycle time with min_max model would be
longer by the difference between the best and worst case clock arrival times at the final latch. The
single_number model with worst-case times gives the cycle time if all delays are perfectly correlated and
at their maximum values; the min_max model gives the worst-case possible time regardless of the corre-
lation between delays. Thus the; min_max model estimate is more robust, and clearly safer - but it gives

no indication of how likely this worst-case time really is.

The difference between the min_max and mean_standard_deviation results, however, does reflect
the differences between the models. The cocrcions chosen ensure that the positive 3¢ point for each
delay is equal to the max time for that delay. Thus the difference between the max time and the 3G point
for event times is strictly due to the difference between the models. The difference is significant: com-
pare the arrival time at node F<3> in Figure 5-14 vs. that in Figure 5-15. The 3¢ point for the
mean_standard_deviation model is 315ns, the max ume is 494.2ns: 56% greater. The
mean_standard_deviation number is the statistical worst-case time provided all delays arc independent;
the min_max number is the worst-case time rcgardless of the correlation between delays. In effect, the

min_max number assumes that all delays are perfectly correlated, as this is the worst-case assumption.

Which of these two assumptions better reflects the underlying reality? If the design were com-
posed of discrete components chosen at random from large batches, the assumption of independence

would be likely to hold, so the mean_standard_deviation model would be best. In this case, all the
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components are located on a single chip. The correlation between delays on the same chip depends on
both global factors common to the whole chip, such as how long the chip spent in a particular process
step, and local fluctuations in parameters within the chip. If the global factors dominate, the delays will
tend to be correlated; if local factors dominate, delays will tend to be uncorrelated over the whole chip,
with components placed close together more highly correlated than those far apart. For most manufactur-
ing processes today, the global factors will tend to dominate, producing highly correlated delays. Thus

for a single chip, the min_max model is probably the best of the three basic models presented here.

Clearly a statistical model with adjustable correlations between delays, such as the
correlation_classes model described in Chapter 3, could be more accurate than either the min_max or the
simple mean_standard_deviation models, provided the correlations were properly chosen. Such a model
would allow both global and local variations to be accounted for, as well as the distinction between com-

ponents on a single chip and components split between different chips.

Finally, just as the consensus of a panel of experts is often more accurate than the opinion of any
one expert, there may be a real value to a designer in being able to run the same problem using several
different models to get a consensus opinion on critical paths and performance bounds. By using models
that reflect different assumptions about the sources of delay, a designer can see how sensitive the reported
results are to these different assumptions. No timing verifier limited to a single model, no matter how
accurate, can provide the kind of perspective that an abstract timing verifier like ATV can by changing

only the timing model and leaving everything else fixed.

In summary, the single_number model is mostly useful when simplicity is at a premium, such as
estimating block dclays early in the design cycle. The mcan_standard_deviation model is best when vari-
ations in individual delays are mostly uncorrelated, such as designs consisting of discrete components,
and when the primary concern is how likely a particular system is to fail. It provides tighter bounds on
path lengths than the min_max model. The min_max model is best when variations in individual delays
are highly correlated, such as single-chip designs, and when absolutely safe bounds on design perfor-

" mance are required. A model with adjustable corrclations, such as the correlation class model from
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Chapter 3, is likely to be more accurate than any of the models studied. Using an asymmetric delay ver-
sion of any of the above base models has a relatively small effect on system performance estimates in
most cases, but increases the number of critical paths reported. An asymmetric delay model may catch a
true critical path that the base model alone would have missed. By using ATV to rerun an analysis with
different timing models, a user can see how sensitive the reported results are to the assumptions made by

the different models.

2. PERFORMANCE OF ATV

Run-time results for the analysis of this chip are shown in Table 5-1. The chip was analyzed over
two full machine cycles, corresponding to four separate high phases of the main system clock. The four

runs described are:

1)  Ananalysis of the unsimplified graph, using the asymmetric single_number model (AS-SN),
2)  an analysis of the simplified graph, also using the asymmetric single_number model (AS-SN),
3)  an analysis of the simplified graph, using the asymmetric min_max model (AS-MM),

4)  an analysis of the simplified graph, using the asymmetric simple mean_standard_deviation model

(AS-MS).

All times are in CPU seconds on a VAX 8800. Time spent in garbage collection is not counted, because
this varies with available memory, and varied sufficiently from run to run to significantly reduce the
repeatability of the results. All VAX times had to be measured while the machine was in multi-user
mode; although efforts were made to take the mcasurcments when the machine was not performing other
work, this was not always possible (cspecially for the 8/27/87 PCL measurements reported below). The
effect of additional activity on the measured CPU times appeared to increase the measured times some-
what. The Common Lisp version used was VAXLISP version V2.0; the PCL version was the version of
March 3, 1987. Graph rcad-in time and graph simplification time are shown separately, since these only

need to be done once, no matter how many analyses are being run.
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Table 5-2 shows the performance improvement from going to the 8/27/87 version of PCL. These
results also used the VAXLISP version U2.2. The same four runs were made as in the previous case and,
in addition, an analysis of the unsimplified graph using the asymmetric mean & standard deviation model

(AS-MS) was performed.

Table 5-1: DES Chip Analysis Run Times - PCL 3/21/87 (CPU secs.)
Phase Unsimplified Simplified
AS-SN AS-SN  AS-MM  AS-MS

Graph Read-In 450 450 450 450

Graph Simplification - 370 370 370

Event Computation 1650 1070 1200 1200

Constraint Analysis 150 160 150 140

Total Time 2250 2050 2170 2160

Analysis Only 1800 1230 1350 1340

Table 5-2: DES Chip Analysis Run Times - PCL 8/27/87 (CPU secs.)

Phase Unsimplified Simplified
AS-SN  AS-MS | AS-SN AS-MM  AS-MS

Graph Read-In 380 380 380 380 380
Graph Simplification - - 200 200 200
Event Computation 1050 1250 720 880 750
Constraint Analysis 70 90 80 80 70
Total Time 1500 1720 1380 1540 1400
Analysis Only 1120 1340 800 960 820

Static storage requirements for the data structures, in Megabytes, were:
2.1 (ATV) + 2.9 (Simplified Graph) + 6.5 (Events) = 11.5 (total).

To reduce garbage collection down to a reasonable level, 36 Megabytes of dynamic virtual storage were
used. The Lisp system divides this into two 18 Mcgabyte dynamic spaccs, only one of which is used at a

time (when one space fills up, garbage collection copies all the live objects from that space to the other).

2.1. Analysis of Delay Times

About 40% of the time labeled Event Computation is used to perform delay operations. In analyz-
ing the simplificd DES graph, 25505 top-level dclay operations were performed (delaying an asymmetric
event-time by an asymmetric delay). Table 5-3 shows the amount of time taken by 2000 delay opera-

tions, in CPU seconds, for the 3/21/87 version of PCL.
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Table 5-3: Components of Delay Operation -

Delaying an Asymmetric (Min, Max) Event-Time

by an Asymmetric (Nominal, Worst) Delay (3/21/87 PCL)
Time (sec) %

Delay Computation 6 16
Coercions 11 30
Flexibility 7 19
Allocating Results 13 35
Total 37 100

Coercions represents the time to perform the delay coercion to the appropriate types. Flexibility
indicates how much faster the delay operation could run if the type of the timing model was hardcoded
and all compiler optimizations were turned on. Allocating results is the difference between results being
allocated dynamically (as they are now), and being put into a pre-allocated structure. Delay computation
covers everything else: it is the run time when the delays already come in the appropriate form, the delay

model is hardcoded, and the result is preallocated.

Possible speedups to the program come in two forms: speedups to the underlying system (a faster
version of Common Lisp; a faster implementation of the Common Lisp Object System standard than PCL
can provide) and speedups to ATV itself. For the delay operation, the latter must focus almost entirely on
the coercion and result allocation times above, and on ways of reducing the total number of delay opera-
tions done by the program. Little can be done about the delay computation or flexibility times (except for
a few minor compiler optimizations turned on for the flexibility measurements), except by speeding up
the underlying system. Both the coercion and result allocation times can be reduced, at the expense of
additional storage space and additional comp“lexity in the program. Pre-allocating space for results could
save significant time if this space can be cffectively managed by the program. Coercions offer an addi-
tional speedup: at present, cach delay is cocrced to the appropriate form every time it is needed. The
average delay in one analysis of the DES chip was coerced 4.6 times, producing the same result each
time. A significant speedup would be possible by caching the result of previous coercions on each delay,

so that a given coercion would only be done once per dclay per analysis.

The most significant potential speedups to ATV would require reducing the number of dclay opera-

tions done. The user can reduce the time required by reducing the extent of the analysis: on the DES chip



138

it would have been possible to identify the actual critical path by looking only at one machine cycle or
less, a time savings of around 50-75%. Shortening the analysis does decrease the potential speedup from
caching coercions, however. The basic clock-phase length analysis algorithm generates many intermedi-
ate results just in case they should be required. Many of these results are not used in the end. Switching

to some form of lazy evaluation might reduce this overhead considerably.

ATV was primarily designed for flexibility rather than performance, and the above numbers reflect
this. Based on the numbers in Table 5-3, the two improvements proposed (saving the results of delay
coercions, special storage management for event times) might reduce the time per delay by up to 50%,
yielding an overall improvement of up to 20% of the event computation time. If other operations exhibit
similar speedups, the speed of the program could perhaps be doubled. Most of the overhead associated

with ATV, however, comes directly from the underlying PCL system.

This overhead was studied by extending the delay benchmark reported in Table 5-3. A simplified
version of the benchmark, without the delay coercions or flexibility offered by the full benchmark, was
implemented in PCL, in Common Lisp without PCL, and in C (for static results only). The results are
reported below, for both the VAX 8800 running VAXLISP and a Sun 3/160 running ExCL, running com-
piled versions of the benchmark. The Sun mcasurements were taken in single-user mode. Times are
reported in both absolute (CPU times) and relative terms (relative to the C version with static results), for
2000 delay operations (average of 5 runs each). The C results were measured by measuring the time for

2,000,000 delay operations and scaling down by 1000.

Dynamic results represents the time when a new result is allocated from the memory system every
time through the loop (i.e., the combination of Delay Computation and Allocating Results from Table 5-
3). Static results represents the time when the results are put into the same statically allocated storage
every time through the loop (just the Delay Computation from Table 5-3). The only methods called in
this simplified version of the benchmark are instance accessors (functions to access members of the data
structures). The measurements labeled PCL w/o accessors show the results when these access methods

are replaced with direct function calls (using the appropriate option in the PCL with-slots macro). The
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overhead associated with accessor methods is much greater for the 3/21/87 version of PCL than for the
8/27/87 version (it almost disappears entirely for the Sun measurements in Table 5-5). The versions of
VAXLISP used for the VAX measurements of PCL differ because the 8/27 version of PCL only runs in
the new version of VAXLISP. The times reported for the Common Lisp Defstructs version of the bench-

mark in tables VI and VII should provide a sense of the speedup due to the new version of VAXLISP.

The benchmark was rewritten from the ATV code used in Table 5-3, to make the code for the dif-
ferent Lisp versions of the benchmark as identical as possible. This may account for the difference
between the dynamic results for PCL classes in Table 5-6 (28.6 seconds) and the sum of Delay Computa-

tion and Allocating Results from Table 5-3 (19 seconds).

Table 5-4: Sun Measurcments for simplified delays benchmark
Sun 3/160, PCL 3/21/87, ExCL 1.5.10 4/9/87 Single-user:

Absolute Times (CPU secs):
Static Results  Dynamic Results

PCL Classes: 64.7 199
PCL w/o Accessors: 244 169
Common Lisp Defstructs: 1.01 12.0
C 0.594 -

Relative Times (Static C = 1.00)
Static Results  Dynamic Results

PCL Classes: 109 335
PCL w/o Accessors: 41.1 285
Common Lisp Defstructs: 1.70 20.2
C 1.00 -

Table 5-5: Sun Measurements for simplified delays benchmark
Sun 3/160, PCL 8/27/87, ExCL 1.5.10 4/9/87 Single-user:

Absolute Times (CPU sccs):
Static Results  Dynamic Results

PCL Classes: 104 77.8
PCL w/o Accessors: 9.82 76.3
Common Lisp Defstructs: 1.01 11.9
C 0.594 -

Relative Times (Static C = 1.00)
Static Results  Dynamic Results

PCL Classes: 17.5 131
PCL w/o Accessors: 16.5 128
Common Lisp Defstructs: 1.70 20.0

C 1.00 -
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Table 5-6: Vax Measurements for simplified delays benchmark
Vax 8800, PCL 3/21/87, VAXLISP 2.0 Multi-user:

Absolute Times (CPU secs):
Static Results  Dynamic Results

PCL Classes: 6.35 28.6
PCL w/o Accessors: 0.81 24.0
Common Lisp Defstructs: 0.28 0.94
C 0.034 -

Relative Times (Static C = 1.00)
Static Results  Dynamic Results

PCL Classes: 187 841
PCL w/o Accessors: 24 706
Common Lisp Defstructs: 8.2 27.6
C 1.00 -

Table 5-7: Vax Measurements for simplified delays benchmark
Vax 8800, PCL 8/27/87, VAXLISP 2.2 Multi-user:

Absolute Times (CPU secs):
Static Results  Dynamic Results

PCL Classes: 3.52 21.5
PCL w/o Accessors: 0.91 194
Common Lisp Defstructs: 0.19 0.70
C 0.034 -

Relative Times (Static C = 1.00)
Static Results  Dynamic Results

PCL Classes: 104 632
PCL w/o Accessors: 27 571
Common Lisp Defstructs: 5.6 20.6
C 1.00 -

PCL is a rapidly changing system, and these performance numbers have been improving dramati-
cally in new versions: the 8/27/87 version of PCL shows significant improvement over the 3/21/87 ver-
sion in the above tables, though the performance improved more on the Sun version than on the VAX.

As PCL continues to evolve, ATV should benefit from these performance enhancements.
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Chapter 6 - Future Work

1. ENHANCEMENTS TO ATV

Now that ATV has been developed, one area of future work involves enhancements to the basic
program: either further refining the ATV code itself, or developing interface programs and preprocessors
that can be used to make the program more usable for different applications, and at different stages of the

system design process.

1.1. Integration with Linear Programming

At present, ATV merely provides the spacing constraints between different reference frames, leav-
ing the interpretation to the user. As noted in Chapter 4, the logical next step would be to solve the con-
straints together with any external constraints as a linear program to produce the actual clock schedule.
This would allow the program to identify those constraints that are truly critical to the cycle time of the
design rather than leaving this task for the user. Given this information, the program could compute glo-
bal slacks for events with respect to the design cycle time, rather than just with respect to a particular suc-
cessor event. This would make the program easicr to use: the ATV analysis algorithm computes many
constraints that are either implied by or dominated by other constraints, and it would help to filter these
out. In designing the algorithm, I was not concemned with eliminating redundant constraints, anticipating
some ultimate filter such as this that would remove those constraints that were unimportant. For exam-
ple, when there are two consecutive transparent latch arcs in the timing graph that are controlled by dif-
ferent clocks, ATV passes events through both of them even though it is likely that any such events will
arrive at the second latch before its clock and hence be dominated by the events originating on the open-
ing edge of that latch. If the ultimate clock schedule ensures that this condition holds, the events coming
through the latches will gencrate constraints that are less restrictive than those generated by the opening
of the second latch, and hence unimportant. On the other hand, if the dclays and clock distribution skews

are such that the sccond latch can open before its data stabilizes (as in the graph for Jouppt’s loop



142

example), it is essential to pass the events through the second latch. I felt it was more important to make
sure that no constraint that possibly could matter was omitted, in order to assure that no true constraint

was overlooked.

1.2. Coercion Management

Another enhancement that would make the program easier to use is more automatic handling of
coercions between delay representations (and ultimately, between event times). At present, the user can
control which coercions are allowed (by explicitly loading the allowable coercion methods), but has no
real control over how the allowable coercions are applied. The choice of what coercion method is

invoked is determined by the position of the source delay class in the class hierarchy (see Figure 6-1).

| Coerceable-Object I 8

| Abstract-Delay |

|Dcla§-Unior_—1] * Win-Max-Dclay l IAsymmetric—Delayl

I Single-Number-Delay I rMean-Sthev-DelayJ ﬁ\Iominal-Worst-Delay

[ Min-Typ-Max-Delay |

Figure 6-1: Class Hierarchy for Delay Classes. Cocrcion methods are initially specified only for the
coerceable-object and delay-union classes; other coercions must be explicitly loaded by the user. When
a coercion is attempted on a delay, PCL looks up the class hierarchy from the class of the delay, look-
ing for the first class that has a coercion method defined. A method can either succeed (by returning a
delay of the desired class), fail (by returning a failure code), or invoke the next higher-level method.
The default coercion method supplicd by coerceable-object fails unless the source delay is already a
member of the desired class. Thus when a min_typ_max delay is coerced, PCL looks first for a coer-
cion method defined for min-typ-max-delay, then for min-max-delay, then for abstract-delay, and final-
ly will invoke the coerceable-object method (which fails unless the target is one of the above classes) if
no more specific method was found.
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The greatest potential for coercion strategies occur when coercing from a delay-union,* wh.ere
several delay formats may be present, offering a potential choice of coercions, The default coercion
method for delay-unions offers no real scope for exploring alternative coercion paths: the method first
checks to see if the target delay format is a member of the delay-union, and if not, tries to coerce each
delay format in order, returning the result of the first coercion to succeed. For example, suppose that we
are attempting to coerce to a mean_standard_deviation delay from a delay-union containing (in order) a
single_number delay, a min_typ_max dclay, and a nominal_worst delay (Figure 6-2). Suppose further
that coercion methods have been defined from the min_max delay format and the nominal_worst delay
format to the mean_standard_deviation delay format. The coercion method for delay-unions will first
check to see if there is a mean_standard_deviation delay in the union (there isn’t). It next attempts to
coerce the single_number delay to a mean_standard_deviation delay, which fails (the only applicable
method is the coerceable-object method). It then attempts to coerce the min_typ_max delay to a
mean_standard_deviation delay. The coercion method for min_max delays is .invoked on the
min_typ_max delay and succeeds, returning a mean_standard_deviation delay that is then returned as the
result of coercing the delay-union. The alternate cocrcion from the nominal_worst delay format to the
mean_standard_deviation delay format is not considered, because the earlier coercion has already suc-

ceeded.

This rule for coercing delay-unions makes the order in which a delay-union is created significant,
which is undesirable. Only one level of coercion is performed: if there is no direct coercion from the
source format (or one of its superclasscs) to the target, the cocrcion fails. Thus in the above example, if
there was a cocrcion method defined from single_number delays to min_max delays, the single_number

delay would not be coerced to a mean_standard_deviation dclay via an intermediate min_max delay.

It would be useful to give the user more control over these coercions, by keeping a graph of the

available delay classes and the permissible coercions between them, and allowing the coercions to be

*As described in chapter 4, a delay-union is a special class of delay that consists of a list of one or more other delays. This
allows multiple delay formats to be specified for the same arc.
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(Delay-Union)

Contains

C Single-Number-Delay ) *

CMean—Sthev—Delay}

C Min-Typ-Max-Delay)

C Nominal-Worst-Delay)

Figure 6-2: Coercion Example. The program altempts to coerce a delay-union into a
mean_standard_deviation delay.

graded on how safe or desirable they are. Then the coercion methods could develop coercion strategies
based on this graph, the formats available, and user input about allowable coercions. For example, if we
are trying to coerce from a min_max format to a mean_standard_deviation format, it is more desirable to
go directly from one to the other rather than to first coerce from min_max to a single_number (such as by
taking the average of min and max) and then {rom the single_number to mean & standard deviation (such
as by taking some percent of the number as the standard deviation), even if both the latter coercions are
supplied. These two coercions are less safe than a direct coercion, as information is destroyed in coerc-
ing to the single_number, and hence the coercion is not invertible. If a the direct coercion was not sup-
plied in this case, the user might want to have control over whether or not an indirect path such as this
double coercion was allowed. If cach coercion was graded on a scale from 0 to 5, with O representing a
completely safe coercion (min_typ_max to min_max delay union to any of its components) and 5
representing a totally unsafe coercion (no information preserved; the program makes up data based on
some default - used only for testing the program or for pushing an example through in the presence of
missing delay data), the user could specify the maximum grade of coercions permitted, or require the pro-

gram to ask before attempting a potentially unsafe cocrcion. Rules could be generated that would rate the
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safety of a series of coercions based on the safety of the component coercions.

1.3. Depth-first Loop Analysis

I originally intended to include an optional depth-first algorithm in ATV to aid in detailed path
analysis for any users that wanted such a capability and were willing to pay the price in execution time.
Although most applications are handled by the existing ATV search algorithm, full depth-first search is
uniquely capable of analyzing complex loop structures, as shown in Chapter 2. Unclocked loops gen-
erally represent storage elements and should be encapsulated by a preprocessor into gated arcs before
entering ATV. Loops that are purely clocked by transparent latches can be better analyzed by a depth-
first search. Consider the example of Figure 6-3, where the delay around the loop is 18ns and the desired
cycle length is 16ns. The ATV scarch algorithm will detect the timing error provided that the analysis is

carried forward for a sufficient number of machine cycles.

10
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32 48 64 80
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Figure 6-3: Transparent latch loop structure. It requires analysis for multiple cycles for the ATV algo-
rithm to detect the excessive loop length, as shown here. Depth-first search or a special loop handling
algorithm could address this special case. 3
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As shown in the figure, six machine cycles are necessary to detect this error, as it is not until the
fifth cycle that the arrival time misses the closing edge of the clock. The number of cycles required is
inversely proportional to the size of the error. It is unreasonable to expect the user to always anticipate
this problem and increase the length of the analysis appropriately. The problem is that although in gen-
eral, inputs to a transparent latch must stabilize before the closing edge of the latch, in the case of a loop
they must stabilize before the opening edge of the latch that initiates the loop. Depth-first search could
recognize this special case, and handle it appropriately. Alternately, a special loop analysis algorithm

could be added to do special checks for this case.

1.4. New Model Development

ATV provides a framework in which new models can be developed and experimented with. In
addition to the models mentioned in Chapter 3, here are some ideas for other unique models to meet spe-

cial needs.

1.4.1. Confidence Levels

As timing verification is used in a developing design, the delay estimates within that design will
have varying degrees of quality. Some blocks may have been exhaustively analyzed by circuit simulation
of the actual layout, while other delays may simply represent designer estimates for blocks yet to be
designed. In reporting results, it would be helpful to have some idea of how reliable the underlying
numbers are. The confidence levels model would be a higher-level model, much like the asymmetric
rise-fall model, that could use any other model as its components and would attach confidence levels to
the values in a delay format. It would then have rules for combining the confidence levels from different

delays to provide an overall index of confidence in the reported results.
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1.4.2. Complex Transistor Structures

Nothing in ATV requires delays to be limited to a few numeric parameters: they can in principle be
arbitrary data structures, or even executable code.* In particular, a delay could be a network of transis-
tors, such as a stage in Crystal, and the delay operation could invoke an analysis program, such as SPICE,
to compute a delay through the structure. This could be used to model low-level analog effects in indivi-
dual blocks when this is important, while retaining simpler models for those blocks where such effects

are unimportant.

1.5. Application Areas

The following four areas all represent potential application areas for ATV that would require the
writing of some ncw interface program to generate the ATV dependency graph. These are system
integration tasks that would make ATV a more useful tool by integrating it more closely with existing

tools and design methodologies.

1.5.1. Microarchitecture Analysis

ATV was designed to be useable early in the design cycle. In principle, verification with ATV
could proceed in parallel with the development of the microarchitecture description. Annotating an ISP
description with delay estimates and writing an interface program to generate a dependency graph from
this description could allow the timing analysis to begin at a very early stage, and provide quick feedback
to the designer about the timing consequences of possible changes to the microarchitecture. Microarchi-
tecture descriptions written in BDSYN/BDNET (the input language to the Berkeley Synthesis System)
already have a path to ATV via the interface program from Oct: timing information can be added to the

BDNET description of the blocks and hence to the Oct database.t However more designers use ISP, so a

*From a practical standpoint, arbitrary dala structures may be more difficult to store in an extemnal database or to represent
cleanly in an input format to ATV. These are interfacing issues that can be addressed outside of ATV.

+Or the synthesis procedure can be run on the description, automatically bringing in any timing information attached to the
library cells that the design compiles into.
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separate path from an ISP description would be useful.

1.5.2. Floorplanning

Another enhancement to make ATV more useful early in the design cycle would be a program to
take chip floorplanning information into account when estimating early delay information. This would be
integrated with the Berkeley Synthesis System, and would provide timing estimates for blocks based on
their size, logic depth,* and number of fan-outs, and estimates for interconnect based on estimated verti-
cal and horizontal length. To accommodate a wide variety of delay formats, the program would fill in
these parameters into user-specified templates that would specify the expressions for the delay formats

chosen by the user.

For example, one user might define a template for single_number delay such as:
(sn-del (+ 3.0 (* 4.0 %fan-out) (* 2.6 %wire-length)))

(i.e., d =3.0+4.0f +2.6w), where the % sign identifies a parameter to be supplied by the program.

Another user might specify a template for min_max delay:

(mm-del (+ 2.0 (* 2.0 %fan-out) (* 1.0 %wirc-length))

(+ 4.0 (* 7.0 %fan-out) (* 3.5 %wire-length)))

(i.e., min=2.0+2.0f + 1.0w, max=4.0+7.0f + 3.5w).

1.5.3. MOS Preprocessor

Although the current version of ATV is well-suited to analyzing designs consisting of components
chosen from well-characterized librarics, components produced by module generators or custom hand-
design are not so well characterized. Designs in Oct with a well-defined block structure can have timing

descriptions added to the generated blocks. Pranav Ashar is working on a program to characterize

*The number of logic levels would be specified by the user.
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complex combinational logic gates by analyzing their transistor structure, simulating them for various
input waveforms, analyzing the data, and then annotating the information back as delay information in
the format required by ATV. Many existing designs are only available as a flat transistor netlist. A
preprocessor to identify gate structures within such a netlist and characterize them would be useful.
MOS gates are sensitive to the effects of drive strength; it is unclear whether the time-slope model from

Chapter 3 is sufficient to model all MOS gates or if a new model needs to be developed.

1.5.4. Integrating Analysis of Chips and Boards

An integrated environment for design capture and simulation is required to analyze the interactions
of chip circuitry with the surrounding circuitry on a board. I expect that Oct can be used to represent
designs that include off-chip circuitry, and hence that the existing interface from Oct to ATV can be used
for any such designs that are entered in Oct. Such an extension to the board level would probably require

new coercions between timing models at chip boundaries.

2. HIERARCHICAL TIMING VERIFICATION

As a design evolves, the most appropriate level of detail to describe it may change. Working top-
down, the designers may start with very rough descriptions of blocks and successively refine them into
more detailed descriptions. Working bottom-up, once a block has been designed out of lower-level com-
ponents, the designers may wish to use a simpler description of the block whe;n working at the next
higher level, creating an abstraction that retains only those features that are important to describe how the
block interacts with its peers. The Oct database supports these different levels of description by defining
two facets (complementary descriptions) that may exist for any block in a design: the contents facet,
which describes the block’s implementation, and the interface facet, which is the description the block
presents to the surrounding design. Figure 6-4 shoWs how the timing description of a block might appear
at these two levels: Figure 6-4a shows a simple timing description consisting of a single delay arc

between the ports of the block (the interface); Figure 6-4b shows the more detailed description involving
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several lower-level blocks (the contents). Either level could come f{rst: working top-down, designers
would work from the interface to design the contents; working bottom-up, they would try to derive the
interface from the contents. The interface program from Oct to ATV accepts timing descriptions on
either the interface facet or contents facet of a block (or even on an individual instance of the block) in

composing the timing graph for ATV,

b)

Figure 6-4: Hicrarchical timing verification. (a): High-level description (b): More detailed description
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Previous work on hierarchical timing verification has generally been limited to the automatic
derivation of simpler higher-level descriptions in the bottom-up style [NST82,ReC86, TON83]. ATV
could use the graph simplification algorithm described in Chapter 4 to derive simpler descriptions of
combinational logic modules that could then be written back to the database as an interface description
for the block. As noted in the discussion of simplification, graph simplification uses an implied timing
model for each delay type, and results may change if the simplified graph is used with a timing model
other than the implied one. This is clearly more of an issue for an abstract timing verifier than for

verifiers that use a single built-in timing model.

The previous systems mentioncd above have depended on eliminating paths between edge-
triggered registers to achieve significant simplification. With transparent latches, less simplification is
available. This is why Jouppi [Jou84] chose not to include hierarchical modeling as part of TV: he
speculated that the cost to do so would be greater than that of verifying a flat design, and that the avail-
able simplification would be minimal. ATV could simplify out paths between edge-triggered arcs when
such arcs exist. More work is needed to determine bounds on the errors introduced for simplification

with different timing models, and on discovering appropriate approximations.

New features would be needed to support top-down stepwise refincment of designs. It would be
useful to be able to automatically check whether a timing description entered at a high level matched the
detailed implementation. This is difficult for general delay models and may require the development of
new operations in the abstract model. It is possible to pass constraints entered at a higher level down so
that they can be checked in a flat verification of the design at a lower level, but this requires flattening and
analyzing the whole design at cach level of interest. Another issue is automatically distributing a higher-
level delay among its components at a lower level. Again, new features are likely to be needed to support

such automatic operations for general timing models.



3. BEYOND TIMING VERIFICATION: ASYNCHRONOUS AND SELF-TIMED SYSTEMS

Asynchronous and self-timed systems pose new challenges for programs that are to check their
timing behavior. Although portions of these systems may be analyzed by traditional timing verification
algorithms, these algorithms do not really address the true timing needs of these designs. One of the
major timing issues with asynchronous systems is verifying that asynchronous signals are properly syn-
chronized before interacting with each other. The synchronizers themselves have a non-zero probability
of entering a metastable state when asynchronous inputs arrive too close to each other; the design of syn-
chronizers to minimize this probability is a delicate issue of circuit design [KIC87] that has little to do
with the value-independent analysis characteristic of timing verifiers. The problems of verifying the
correctness of an asynchronous design have more to do with verifying that the synchronizers are properly
designed and are inserted between any two asynchronous components. However, if bounds can be calcu-
lated on the response of an asynchronous component, such bounds can be translated into a delay for a

timing verifier estimating the performance of the surrounding system.

Likewise for the special case of asynchronous systems known as self-timed systems, traditional
timing verification methods have limited utility. The problem may be seen by considering the typical
self-timed functional unit seen in Figure 6-5. This unit reads data from its predecessor when the Input
Ready signal is raised, computes for some indefinite time, and then raises the Output Ready signal when
it is done, so that the next self-timed unit may process its output. Acknowledgement signals are raised
when the data is accepted by a successor unit. The duration of the computation may be data-dependent.
For example, this unit might be a multiplicr that performs bit-serial multiplication taking 1 to 32 internal

cycles to complete its work.

We could analyze this unit with a traditional timing verificr, such as ATV, to see how long the path
delays are inside this block. The results of the analysis, though, will only tend to indicate how long the
single-cycle path is through the unit, and that only if the unit does not contain any self-timed subblocks.
Value-independent timing verification will not tell us much except that the unit could theoretically pro-

duce an output result every internal cycle, though this is in fact rare. The problem is that when analyzing
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Figure 6-5: Self-timed functional block.

the next-level. design up from this unit, what is important is how long the unit may take to completely
process one set of data. What we want to know is how many iterations could take place; what timing
verification tells us is how long the path for each iteration might be. There does not appear to be any way

for a timing verifier to deduce that the multiplication will take at most 32 cycles.

Timing simulation would appear to be a more promising approach to the analysis of self-timed sys-
tems, perhaps coupled with the abstract timing model of ATV to provide flexibility in representing event
times. But simulation results are highly data-dependent. There does not appear to be any good way to
assure that the data being simulated not only take the maximum number of cycles, but exercise the
worst-case paths through the logic for cach cycle. To get worst-case bounds on paths through self-timed
systems secms to require an imaginative combination of theorem-proving, simulation, and timing

verification. I consider this one of the most important unsolved problems in timing verification today.
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Chapter 7 - Conclusions

Different design environments and different phases of the design process demand different models
for time and delay. The best model for circuitry on a MOS chip is not necessarily the best model for the
surrounding TTL circuitry on a board; the best model for crude delay estimates early in the design pro-
cess is not necessarily the best model when more detailed information is available. Nor are the priorities
of all design teams the same: one team may want an absolute guarantee that a design that passes timing
verification will not have any timing errors, a second team may be willing to accept a statistical statement
that errors are unlikely in order to get a more aggressive design, and a third team may put their faith in
the measurement of real parts and just want a rough statement of what cycle times they can expect under
a variety of assumed conditions. ATV, the Abstract Timing Verifier, is a general and uniform framework
for timing verification that can accept a wide variety of different models for time and delay. Aslongasa
model supplies the operations defined in the Abstract Timing Model, it can be plugged in to ATV and
used for timing verification. The four fundamental operations, translating, delaying, merging and com-
paring event times, together with the secondary operations merge_with_slacks, satisfy_constraint and
sum_delays are readily defined for most models used by other timing verifiers today, and may be defined

for many new modcls as well. Many different models were proposed and studied in Chapter 3.

Because the other operations are invariant with respect to translation, we can group events into
reference frames, each of which may be rigidly wranslated with respect to the others. This observation is
the key to the development of a new analysis algorithm that can either verify a specified clock schedule
or derive spacing constraints between clock cdges in a flexible clock schedule. This algorithm operates
on critical paths that may extend through transparent latches over multiple machine cycles. It does not
require either clock phases or the spacings between clock phases to have uniform lengths within a
machine cycle. It is a breadth-first algorithm whose running time is linear in the size of the design. In
subscquent analysis, the program can enumerate all critical paths generating a given event in order of

increasing slack.
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A coercion mechanism for delay formats allows delay information to be entered in its natural form
and coerced into whatever form is required for a particular analysis. By making coercions explicit rather
than hidden in the data entry process, they become accessible to the user of the program, who may
change cocrcions that do not agree with his or her assumptions. The same basic mechanism may be
extended to create delays with special properties, including the potential of coercing between timing

models at specified module boundaries.

The Abstract Timing Model, by abstracting out the common properties of many different timing
models, provides a new conceptual framework for thinking about timing issues that distinguishes
between those concepts that generalize to many different timing models and those that are specific to a
single model. It underlines the distinction between event times and delays, a distinction that has not
always been observed by those working with a model where the two have the same format. The chal-
lenge of defining critical inputs in a general way shows how many intuitive definitions are based on

assumptions that do not generalize to all models.

ATV was designed to be a flexible and wide-ranging program that could accept input from a
variety of sources, ranging from microarchitectural descriptions to VLSI chips to discrete logic com-
ponents, and provide a common framework for verifying designs spanning all these sources. It provides
a powerful and general framework for timing verification at all stages of the design cycle that makes it

easy to develop new models as needed to address special needs.
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